**Multithreading in C#**

**Multithreading in C# with Examples**

In this article, I am going to discuss **Multithreading in C#** with examples. Multithreading is one of the most important concepts in C# that you need to understand as a developer. In this and few upcoming articles, I am going to cover all the concepts of C# Multithreading with examples. As part of this article, I am going to cover the following pointers.

1. **What is Multitasking?**
2. **How the operating system executes multiple applications at a time?**
3. **What is Thread?**
4. **Understanding the Thread class.**
5. **What are the drawbacks of Single-Threaded Applications?**
6. **How to overcome the drawbacks of the Single-Threaded Application using C# Multithreading with Examples?**

**What is Multitasking?**

Before understanding the concept of Multithreading in C#, let us first understand multitasking. Windows operating system is a multitasking operating system. It means it has the ability to run multiple applications at the same time. For example, in my machine, I can open the Google Chrome Browser, Microsoft word document, Notepad, VLC Media Player, Windows Explorer, etc. at the same time. This is possible because in my machine I have installed the Windows operating system and the Windows operating system is a multitasking operating system.

**How the operating system executes multiple applications at a time?**

To execute all the above applications, the operating system internally makes use of processes. A process is a part of the operating system (or a component under the operating system) which is responsible for executing the program or application. So, to execute each and every program or application, there will be a process.

You can see this using the Task Manager. Just right-click on the Taskbar and click on the Task Manager option which will open the Task Manager window. From that window, just click on the “Processes” button as shown below.
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As you can see from the above image, each application is executing by one corresponding process. Along the same line, there are also multiple processes that are running in the background which are known as the background processes. These background processes are known as windows services and the Operating system runs a lot of windows services in the background.

So, we have an operating system and under the operating system, we have processes that running our applications. So under the process, an application runs. To run the code of an application the process will make use of a concept called Thread.

**What is Thread?**

Generally, a Thread is a lightweight process. In simple words, we can say that a Thread is a unit of a process that is responsible for executing the application code. So, every program or application has some logic or code and to execute that logic or code, Thread comes into the picture.

By default, every process has at least one thread which is responsible for executing the application code and that thread is called as Main Thread. So, every application by default is a single-threaded application.

**Note:** All the threading related classes in C# belong to the **System.Threading** namespace.

**Let us see an example to understand Threading.**

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**"Welcome to Dotnet world!"**)**;

**}**

**}**

**}**

This is a very simple program. But internally there is a thread that is going to execute this code and that thread is called Main Thread. Now let us prove this.

**Understanding the Thread class in C#:**

The Thread class contains one static property i.e. **CurrentThread** which is going to return the instance of the currently executing thread. If you go to the definition of **Thread** class then you will find the following signature.
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As you can see the **CurrentThread** static property return type is Thread i.e. it is going to return the instance of the currently executing thread. Along the same line, there is a non-static property called Name using which we can set and get the Name of the currently executing thread.

**Note:** By default, the thread does not have any name. If you want then you can provide any name to the thread by using the Name property of the Thread class. So, modify the program as shown below.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Thread t = Thread.CurrentThread;

//By Default the Thread does not have any name

//if you want then you can provide the name explicitly

t.Name = "Main Thread";

Console.WriteLine**(**"Current Executing Thread Name :" + t.Name**)**;

Console.WriteLine**(**"Current Executing Thread Name :" + Thread.CurrentThread.Name**)**;

Console.Read**()**;

**}**

**}**

**}**

**Output:**

![Printing the Single Thread Name in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYYAAAAyCAMAAABvcowAAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAADAUExURQAAAABMiYlMAAArbAAAK2ylwEyJwMDAwP///8CJTEwAAMDAiStspYnAwAAATKVsK2wrAKXAwMClbCsAAKXApV9gYsDApbG1uauus7C0uKqusisATGyJbGxsTKWlbCtMiaWlpYnAiUwrbGylpSsrbEwATGwrTGyJwEyJpaVsTGwrK4mJiSsAK4lsbGxsiYlMK6WliaSnq1xdX1laXKqtsZyfo1RVV5GUmHh9g6KlqWdpanR4fkhKTcbKzr/Cx5aZnXRbEK4AAAPTSURBVHja7ZkHd5swEIBBYCgJIBun7kib2b33Hv//X1V3h8QQEKCOIc937zmP4FvSh07C5/z+8+MWy9TifPv5y2GZXP5+/cKTML18//yRJ2F6+fT+A0/C9HLn7u3Jc4jDqKemv+irGUTTpDoyQ8TgL8JwsxyakrcS1RtuCJKth5rHobxq8CRy3CDT5PBAZTdwhN4KRhKEopqJvI4MEUOaqID+g/V/Y4DRjjfv1j5ajn7W0uRMjsGgDNIkFDvIEDEE2XrMAr1BGF6frAdjcLOnwnGfL3aFIU1kua7B1252nITwHJgLrDgR6MgYC0++DMszrzF4K7jA9ZtbgVuseyZEYa5VjGfUhQXeOMhcx0qMCkNkimMFw9vLJWHIddzsNMweYZpuVbeoPEoncp69WMjCc0Oq28kQMJjHsoQB7GOao/xCfdIkgm0kcghc+2rwVhI/xiqvew9LIUrmdLPwTIFF4yDVCFHHSsxxpUPmON/V1SDcCG9rHVdBOHp3oTIw5g0Yjs8vTl4pDMazneqWMgQMZsRlDIL86gsfHgpw6i9w44rat2h8bDZPElo6ZIWfaogGDLln/JdM7UHq6FZiZqXTnRqG9PzAFCX1lbJWj4m6XzOvwMjW8Utp8iCHtVS3lWEbBm2kL9RWRTWkcR7tvSHAamWsTMxODPqrrtVQz7AIQaUsyv3WMDiBoEeQdNS1UgM8iVVaSxggKDgKTA2pp7qlDKkoyR4YRMc8WhjU0iQMonaa7ocBshVOz0FqxQAH2obBOzlVGLROCUPrDhxT7Vfa2moshqszBAy0jrQL/GNh6J5HC0N8+Bg3A3NsCMp+6HYrBr/pcNI2SBOCCnyQ1+xKuYeJ8C/fbJZGx2DoONgYDMZqHIY+GeKB1VvB3Kj3Bqz9YRMG9YSKOob6zlayUspuKAurPMRDpwhRMrcwRP0xlBJT0xaA5wD2yLCGwYnPNkujYzAUGVpbdD7LQVR4HoWhT4b0Fg3lCyonvE3LuBEDVYqokoG3qh1Y87doFyPg+2esq6oVwpjT0RXmqHROs06RrYM0IcAdeoYQIq5jSBMVXusUGIoM2zCoLUJ7tlPdUoaz+E3Jeq+Tg9/u+Ke9a8IQD/+RizFsVVxa+vxDNwtjYAwsjIExsDAG7kVzL7orP+5Fd/6mNBwD96JngYF70dyL5l60xsC9aO5Fcy/aYJh7L/refe5Ft5ySd9mLVhi4F92NYRe9aIWBe9FO00lpp71owMC96Ml70YhhXrKPvejZYtivXvQMMexjL3qOGPZQGANjYGEMjIGFMTAGFsbAGFgYw02Qf+93mD3gDQsKAAAAAElFTkSuQmCC)

As you can see in order to run the application code one thread is created and i.e. the Main Thread. So, this proves that, by default, every application is a single-threaded application.

**What are the drawbacks of Single-Threaded Applications?**

In a single thread application, all the logic or code present in the program will be executed by a single thread only i.e. the Main thread. For example, if we have three methods in our application and if all these three methods are going to be called from the Main method. Then the main thread is responsible to execute all these three methods sequentially i.e. one by one. It will execute the first method and once it completes the execution of the first method then only it executes the second method and so on.

Let us understand this with an example. Modify the program as shown below.

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Method1**()**;

Method2**()**;

Method3**()**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**static** **void** Method2**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method2 :" + i**)**;

**}**

**}**

**static** **void** Method3**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method3 :" + i**)**;

**}**

**}**

**}**

**}**

**Output:**

![Single Thread Program Output](data:image/png;base64,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)

As you can see in the above output, the methods are called and execute one after the other. The Main thread first executes Method1 and once it completes the execution of Method1 then it calls Method2 and then Method3.

**What is the problem with the above program execution?**

In our example, we are just writing some simple code to print the values from 1 to 5. What will you do if one method is taking more than the expected time? Suppose Method2 is going to interact with a database or it is going to invoke any web service which will take more than 10 seconds to provide the response. In that case, the Method2 execution will be delayed for 10 seconds as it is waiting there to get a response back either from the database or from the Web Service. Until Method2 is not completed its execution, Method3 is not going to be executed because of the sequential execution of the program i.e. one by one.

**Let us understand this with an example.**

Note: Here we are not going to perform any database or Web Service call instead we can use the Thread class Sleep method to delay the execution of Method2 for 10 seconds. Following is the signature of Sleep Method:

**public static void Sleep(int millisecondsTimeout);**

The sleep method takes the time in milliseconds as input and then suspends the current thread execution for that specified number of milliseconds. So, please modify the Program as shown below.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Method1**()**;

Method2**()**;

Method3**()**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**static** **void** Method2**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method2 :" + i**)**;

**if** **(**i == 3**)**

**{**

Console.WriteLine**(**"Performing the Database Operation Started"**)**;

//Sleep for 10 seconds

Thread.Sleep**(**10000**)**;

Console.WriteLine**(**"Performing the Database Operation Completed"**)**;

**}**

**}**

**}**

**static** **void** Method3**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method3 :" + i**)**;

**}**

**}**

**}**

**}**

Now run the application and notice that the Method2 execution is delayed for 10 seconds. Once Method2 completes its execution then only Method3 start its execution. This is because all these three methods are executed by a single thread and this is the drawback of the single-threaded application.

**How to solve the above problem?**

To solve the above problem, we are provided with a concept called **Multithreading in C#**. As we already discussed Operating System has Processes which is used to run our applications. The Process contains Thread which will actually run our application code.

A process can have multiple threads and each thread can perform a different task. In simple words, we can say that the three methods we define in our program can be executed by three different threads. The advantage is that the execution takes place simultaneously. So when multiple threads trying to execute the application code, then the operating system allocates some time period to each thread to execute.

Now, in our example, we want to execute the three methods using three different threads let say t1, t2, and t3. The thread t1 is going to execute Method1, thread t2 is going to execute the Method2. At the same time, the Method3 is going to be executed by thread t3. Let us modify the Program as shown below to execute the methods with different Threads.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**"Main Thread Started"**)**;

//Creating Threads

Thread t1 = new Thread**(**Method1**)**

**{**

Name = "Thread1"

**}**;

Thread t2 = new Thread**(**Method2**)**

**{**

Name = "Thread2"

**}**;

Thread t3 = new Thread**(**Method3**)**

**{**

Name = "Thread3"

**}**;

//Executing the methods

t1.Start**()**;

t2.Start**()**;

t3.Start**()**;

Console.WriteLine**(**"Main Thread Ended"**)**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

Console.WriteLine**(**"Method1 Started using " + Thread.CurrentThread.Name**)**;

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

Console.WriteLine**(**"Method1 Ended using " + Thread.CurrentThread.Name**)**;

**}**

**static** **void** Method2**()**

**{**

Console.WriteLine**(**"Method2 Started using " + Thread.CurrentThread.Name**)**;

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method2 :" + i**)**;

**if** **(**i == 3**)**

**{**

Console.WriteLine**(**"Performing the Database Operation Started"**)**;

//Sleep for 10 seconds

Thread.Sleep**(**10000**)**;

Console.WriteLine**(**"Performing the Database Operation Completed"**)**;

**}**

**}**

Console.WriteLine**(**"Method2 Ended using " + Thread.CurrentThread.Name**)**;

**}**

**static** **void** Method3**()**

**{**

Console.WriteLine**(**"Method3 Started using " + Thread.CurrentThread.Name**)**;

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method3 :" + i**)**;

**}**

Console.WriteLine**(**"Method3 Ended using " + Thread.CurrentThread.Name**)**;

**}**

**}**

**}**

**Code Explanation:**

As you can see in the above code, we have created three different instances of Thread class. To the constructor of Thread class, we need to pass the method name which needs to be executed by that Thread. Then we call the **Start()** method on the Thread class which will start executing the method. Here the Main thread is going to create all other Threads.

**Note:** You will not get the output in a sequential manner. Run the application and see the output as shown below. The output may vary in your machine.
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**Note:** The main advantage of using Multithreading is the maximum utilization of CPU resources.

Here, in this article, I try to explain the concept of Multithreading in C# with Examples. In the next article, I am going to discuss the [**Constructors of the Thread class**](https://dotnettutorials.net/lesson/constructors-of-thread-class-csharp/). I hope you understood the basics for C# Multithreading with Examples and enjoy this article.

**Constructors of Thread class in C#**

**Constructors of Thread class in C#**

In this article, I am going to discuss the **Constructors of Thread class in C#** with some examples. Please read our previous article before proceeding to this article where we discussed the basics of [**Multithreading in C#**](https://dotnettutorials.net/lesson/multithreading-in-csharp/) with examples. As part of this article, we are going to discuss the following pointers in detail with examples.

1. **Understanding the Constructors of Thread Class in C#.**
2. **Why the constructor of Thread class taking a parameter of Delegate type?**
3. **Understanding ThreadStart delegate in C#.**
4. **Thread Function with Parameter in C#.**
5. **Understanding ParameterizedThreadStart Delegate in C#.**
6. **When to use ParameterizedThreadStart over ThreadStart delegate?**
7. **What are the Problems with the ParameterizedThreadStart delegate in C#?**
8. **How to Overcome the Problems of ParameterizedThreadStart delegate in C#?**

**Understanding the Constructors of Thread Class in C#.**

Let us understand this with an example. Please have a look at the following example.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Thread t1 = new Thread**(**DisplayNumbers**)**;

t1.Start**()**;

Console.Read**()**;

**}**

**static** **void** DisplayNumbers**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**}**

**}**

As you can see in the above example, we created an instance of the Thread class and to the constructor of the Thread class, we passed the method name that we want the thread to execute as shown below.

**Thread t1 = new Thread(DisplayNumbers);**

**Constructors of Thread Class in C#:**

In C#, the Thread class contains four constructors. If you go to the definition of Thread class then you can see the Constructors as shown below.

![Constructors of Thread Class in C#](data:image/png;base64,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)

Now you may have one question, the Thread class constructor which takes one parameter is either of the type **ThreadStart** or **ParameterizedThreadStart**, but in our example, we are passing the method name as a parameter to the Thread class Constructor and it works, how?

To understand this, let’s go to the definition of **ThreadStart** and you can see **ThreadStart** is a delegate as shown below.
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**Why the constructor of Thread class taking a parameter of Delegate type?**

As we already discussed, the main objective of creating a Thread in C# is to execute a function. A delegate is a type-safe function pointer. It means the delegate points to a function that the thread has to execute. In simple words, we can say that all the threads that we create require an entry point (i.e. a pointer to the function) from where it should execute. This is the reason why threads always require a delegate. If you want to learn Delegates in C# with examples, then I strongly recommended you to read the following article where we discussed Delegates in detail.

[**Delegates in C# with Examples**](https://dotnettutorials.net/lesson/delegates-csharp/)

**Note:** The signature of the delegate should be the same as the signature of the method it points to.

The **ThreadStart** delegate does not take any parameter as well as the return type is void. In our example, the **DisplayNumbers()** function signature is the same as the **ThreadStart** delegate signature as this function return type is void as well as it does not take any parameters.

**Thread t1 = new Thread(DisplayNumbers);**

The above statement implicitly converted to **ThreadStart** delegate instance. So, you can write the above statement as shown below.
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It’s a two steps process. First, we need to create the **ThreadStart delegate instance** and while creating the instance to its constructor we need to **pass the method name** which we want to execute. In the second step to the**Constructor of Thread** class, we need to pass the **ThreadStart instance** as a parameter.

**The Complete Example is given below:**

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating the ThreadStart Delegate instance by passing the

//method name as a parameter to its constructor

ThreadStart obj = new ThreadStart**(**DisplayNumbers**)**;

//Passing the ThreadStart Delegate instance as a parameter

//its constructor

Thread t1 = new Thread**(**obj**)**;

t1.Start**()**;

Console.Read**()**;

**}**

**static** **void** DisplayNumbers**()**

**{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**}**

**}**

You can also combine the above two statements into a single statement as shown below.
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It is also possible to create a Thread class instance using the delegate keyword as shown below.  
**Thread t1 = new Thread(delegate() { DisplayNumbers(); });**

We can also rewrite the same line using an anonymous method as shown below.  
**Thread t1 = new Thread(() => { DisplayNumbers(); });**  
**Thread t1 = new Thread(() => DisplayNumbers());**

You can also directly write the logic as part of the anonymous method instead of calling the DisplayNumbers method as shown below.

Thread t1 = new Thread**(()** =**>** **{**

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**})**;

**Thread Function with Parameter in C#:**

Let change the **DisplayNumbers()** method implementation. Now, this method takes one input parameter of the object type. And then convert that object type to an integer value and then print the numbers up to that value starting from 1.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Program obj = new Program**()**;

Thread t1 = new Thread**(**obj.DisplayNumbers**)**;

t1.Start**(**5**)**;

Console.Read**()**;

**}**

**public** **void** DisplayNumbers**(object** Max**)**

**{**

**int** Number = Convert.ToInt32**(**Max**)**;

**for** **(int** i = 1; i **<**= Number; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**}**

**}**

When the method taking one parameter, then the Thread class uses the **ParameterizedThreadStart** delegate. The definition of **ParameterizedThreadStart** is shown below.
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As you can see the **ParameterizedThreadStart** delegate is taking one parameter of **object** type and like **ThreadStart** it also does not return any value. Now the **DisplayNumbers()** method signature is the same as the signature of this **ParameterizedThreadStart** delegate. So the Framework internally converts the statements as shown below.

![Constructors of Thread class in C#](data:image/png;base64,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)

**Creating the ParameterizedThreadStart instance manually:**

Let us see how to create the **ParameterizedThreadStart** delegate instance manually and passing that instance to the Thread class Constructor. So, modify the program as shown below.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Program obj = new Program**()**;

ParameterizedThreadStart PTSD = new ParameterizedThreadStart**(**obj.DisplayNumbers**)**;

Thread t1 = new Thread**(**PTSD**)**;

t1.Start**(**5**)**;

Console.Read**()**;

**}**

**public** **void** DisplayNumbers**(object** Max**)**

**{**

**int** Number = Convert.ToInt32**(**Max**)**;

**for** **(int** i = 1; i **<**= Number; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**}**

**}**

Now run the application and it should display the output as expected.

**When to use ParameterizedThreadStart over ThreadStart delegate in C#?**

You need to use the **ParameterizedThreadStart** delegate if your method taking any values else you just need to use the ThreadStart delegate which does not take any parameter.

**What are the Problems with the ParameterizedThreadStart delegate in C#?**

As you can see, the parameter type of **ParameterizedThreadStart** delegate is **object** type. So, the parameter of the thread function is also going to be the object data type. And you cannot change the data type from object to any other type and if you try then it will give you a compile-time error. As the thread function operates on object data type now we can pass any type of values and it accepts. As a result, the function is not going to be type-safe as we can pass any type of values.

**Let us try to pass a string value and see what happens as shown below.**

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Program obj = new Program**()**;

ParameterizedThreadStart PTSD = new ParameterizedThreadStart**(**obj.DisplayNumbers**)**;

Thread t1 = new Thread**(**PTSD**)**;

t1.Start**(**"Hi"**)**;

Console.Read**()**;

**}**

**public** **void** DisplayNumbers**(object** Max**)**

**{**

**int** Number = Convert.ToInt32**(**Max**)**;

**for** **(int** i = 1; i **<**= Number; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**}**

**}**

Now you will not get any compile-time error, but once you run the application, then you will get runtime error as shown below.
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**How to Pass data to the Thread Function in a Type-Safe Manner**

In this article, I am going to discuss **how to pass data to the thread function in a type-safe manner**. Please read our previous article before proceeding to this article where we discussed the [**Thread class constructors in C#**](https://dotnettutorials.net/lesson/constructors-of-thread-class-csharp/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **How to Pass data to the Thread function in C#?**
2. **How to make the thread function type-safe in C#?**

**We have written the following program in our previous article.**

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Program obj = new Program**()**;

ParameterizedThreadStart PTSD = new ParameterizedThreadStart**(**obj.DisplayNumbers**)**;

Thread t1 = new Thread**(**PTSD**)**;

t1.Start**(**"Hi"**)**;

Console.Read**()**;

**}**

**public** **void** DisplayNumbers**(object** Max**)**

**{**

**int** Number = Convert.ToInt32**(**Max**)**;

**for** **(int** i = 1; i **<**= Number; i++**)**

**{**

Console.WriteLine**(**"Method1 :" + i**)**;

**}**

**}**

**}**

**}**

At the time of compilation, we will not get any compile-time error. But when we run the application, we will get the following runtime error.
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This is because the thread function is not type-safe as it operates on the object data type. Let see how to make the thread function type so that we can pass the data in a type-safe manner.

**How to make the thread function type-safe in C#**

When we are saying type-safe means we should not have to use the object data type. Here in our example, we need to use the data type as an integer. So at the time compilation, we pass any data other than integer then it should givens you a compile-time error. Let us see how to achieve this step by step.

**Step1:**

In order to pass the data in a type-safe manner to the Thread function, first, you need to encapsulate the thread function and the data it requires in a helper class. So, create a class file with the **NumberHelper.cs** and then copy and paste the following code in it.

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**public** **class** NumberHelper

**{**

**int** \_Number;

**public** NumberHelper**(int** Number**)**

**{**

\_Number = Number;

**}**

**public** **void** DisplayNumbers**()**

**{**

**for** **(int** i = 1; i **<**= \_Number; i++**)**

**{**

Console.WriteLine**(**"value : " + i**)**;

**}**

**}**

**}**

**}**

As you can see we created the above Number Helper class with one private variable, one parameterized constructor and one method. The private variable \_**Number** is going to hold the target number. The constructor takes one input parameter of integer type and then it assigns that value to the private variable. So, while we are creating the instance of **NumberHelper** class we need to supply the Number value. Finally, the **DisplayNumbers** function is used to display the values starting from 1 to the value that is present in the **\_Number** variable.

**Step2:**

In the main method create an instance of **NumberHelper** class and to its constructor pass the integer value. Then create the **ThreadStart** delegate instance and pass the Display Number function. So, please modify the Main method as shown below.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int** Max = 10;

NumberHelper obj = new NumberHelper**(**Max**)**;

Thread T1 = new Thread**(**new ThreadStart**(**obj.DisplayNumbers**))**;

T1.Start**()**;

Console.Read**()**;

**}**

**}**

**}**

Now run the application and it should display the output as expected as shown below.
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**How to retrieve data from a thread function**

**How to retrieve data from a thread function using a callback method**

In this article, I am going to discuss **how to retrieve data from a thread function using a callback method** with an example. Please read our previous article before proceeding to this article where we discussed [**how to pass the data to a thread function in a type-safe**](https://dotnettutorials.net/lesson/how-to-pass-data-to-the-thread-function-in-a-type-safe-manner/) manner. As part of this article, we will discuss the following pointers.

1. **What is a Callback Method in C#?**
2. **How does a callback method work in C#?**
3. **How to retrieve data from a thread function using a callback method in C#?**

**How to retrieve the data from a thread function in C#?**

As of now, we have discussed the uses of **ThreadStart** and **ParameterizedThreadStart** delegates. If you notice that the return type of these two delegates is void as shown in the below image.

![How to retrieve data from a thread function using a callback method in C#](data:image/png;base64,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)

So, using the above two delegates we cannot return any data from a method as the return type is void. Then the question that comes to our mind is how to retrieve the data from a thread function?

The answer is by using a callback method.

**How to retrieve data from a thread Function using the callback method:**

Let us see an example with step by step procedure to show how we can use a callback method to retrieve the data from a thread function.

**Step1:**

In order to retrieve the data from a thread function, first, you need to encapsulate the thread function and the data it requires in a helper class. To the constructor of the Helper class, you need to pass the required data as well as a delegate representing the callback method.

From the thread function body, you need to invoke the callback delegate just before the thread method ends. And one more thing you need to take care that the callback delegate and the actual callback method signature should be the same.

So, create a class file with the **NumberHelper.cs** and then copy and paste the following code in it. The code is explained through comments, so please go through the comment lines.

**using** *System;*

**namespace** *ThreadingDemo*

**{**

// First Create the callback delegate with the same signature of the callback method.

**public** **delegate** **void** ResultCallbackDelegate**(int** Results**)**;

//Creating the Helper class

**public** **class** NumberHelper

**{**

//Creating two private variables to hold the Number and ResultCallback instance

**private** **int** \_Number;

**private** ResultCallbackDelegate \_resultCallbackDelegate;

//Initializing the private variables through constructor

//So while creating the instance you need to pass the value for Number and callback delegate

**public** NumberHelper**(int** Number, ResultCallbackDelegate resultCallbackDelagate**)**

**{**

\_Number = Number;

\_resultCallbackDelegate = resultCallbackDelagate;

**}**

//This is the Thread function which will calculate the sum of the numbers

**public** **void** CalculateSum**()**

**{**

**int** Result = 0;

**for** **(int** i = 1; i **<**= \_Number; i++**)**

**{**

Result = Result + i;

**}**

//Before the end of the thread function call the callback method

**if** **(**\_resultCallbackDelegate != **null)**

**{**

\_resultCallbackDelegate**(**Result**)**;

**}**

**}**

**}**

**}**

**Step2:**

Here, in the second step, first, we need to create the callback method whose signature should be the same as the signature of the CallBack Delegate. In our example, **ResultCallBackMethod** is the callback method and its signature is the same as the signature of the **ResultCallbackDelegate** delegate. Within the Main method, we need to create an instance of the ResultCallbackDelegate delegate and while creating the instance we need to pass the **ResultCallBackMethod** as the parameter to its constructor. So when we invoke the delegate it will call the **ResultCallBackMethod**method.

Please modify the Program class code as shown below. The example code is self-explained. So, please go through the comment lines for better understanding.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Create the ResultCallbackDelegate instance and to its constructor

//pass the callback method name

ResultCallbackDelegate resultCallbackDelegate = new ResultCallbackDelegate**(**ResultCallBackMethod**)**;

**int** Number = 10;

//Creating the instance of NumberHelper class by passing the Number

//the callback delegate instance

NumberHelper obj = new NumberHelper**(**Number, resultCallbackDelegate**)**;

//Creating the Thread using ThreadStart delegate

Thread T1 = new Thread**(**new ThreadStart**(**obj.CalculateSum**))**;

T1.Start**()**;

Console.Read**()**;

**}**

//Callback method and the signature should be the same as the callback delegate signature

**public** **static** **void** ResultCallBackMethod**(int** Result**)**

**{**

Console.WriteLine**(**"The Result is " + Result**)**;

**}**

**}**

**}**

Now run the application and you should see the output as expected.

**What is a Callback Method in C#?**

We can define a callback function as a function pointer that is being passed as an argument to another function. And then it is expected to call back that function at some point in time.

In our example, we call the thread function of NumberHelper class from the Main method of Program class. While creating the instance of **NumberHelper** class we pass the callback function as an argument to that class constructor. And then we expected that callback method to be called at some point in time.

**IsAlive and Join Method of Thread class in C#**

**IsAlive and Join Method of Thread class in C# with Examples**

In this article, I am going to discuss the **IsAlive and** **Join Method of Thread class in C#** with examples. Please read our previous article before proceeding to this article where we discussed [**how to return data from a thread function using the call back method**](https://dotnettutorials.net/lesson/how-to-retrieve-data-from-a-thread-function/) in C# with an example. As part of this article, we are going to discuss the following pointers.

1. **Understanding the significance of the Join Method of Thread class.**
2. **Examples using different overloaded versions of the Join Method.**
3. **Understanding the use of the IsAlive method of Thread class.**

**Understanding the significance of the Join Method of Thread class.**

Let us understand the use of the Join Method of Thread class with an example. Please have a look at the following example. In the below example we have created three methods and then execute the methods using three separate threads. The point that you need to remember is the threads thread1, thread2, and thread3 are called as the child threads of Main thread. This is because these three threads are created by the main thread only.

**Example:**

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**"Main Thread Started"**)**;

//Main Thread creating three child threads

Thread thread1 = new Thread**(**Method1**)**;

Thread thread2 = new Thread**(**Method2**)**;

Thread thread3 = new Thread**(**Method3**)**;

thread1.Start**()**;

thread2.Start**()**;

thread3.Start**()**;

Console.WriteLine**(**"Main Thread Ended"**)**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

Console.WriteLine**(**"Method1 - Thread1 Started"**)**;

Thread.Sleep**(**3000**)**;

Console.WriteLine**(**"Method1 - Thread 1 Ended"**)**;

**}**

**static** **void** Method2**()**

**{**

Console.WriteLine**(**"Method2 - Thread2 Started"**)**;

Thread.Sleep**(**2000**)**;

Console.WriteLine**(**"Method2 - Thread2 Ended"**)**;

**}**

**static** **void** Method3**()**

**{**

Console.WriteLine**(**"Method3 - Thread3 Started"**)**;

Thread.Sleep**(**5000**)**;

Console.WriteLine**(**"Method3 - Thread3 Ended"**)**;

**}**

**}**

**}**

**Output:** The output may vary when you run the application.
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As you can see from the above output, the Main thread is not waiting for all the child threads to complete their execution or task. If you want that the Main thread should not be existed until and unless all the child thread completes their task then you need to use the Join method which is available in Thread class.

**Join Method of Thread class in C#:**

The Join method of Thread class in C# blocks the current thread and makes it wait until the child thread on which the Join method invoked completes its execution. There are three overloaded versions available for the Join Method in Thread class as shown below.
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The first version of the Join method which does not take any parameter will block the calling thread (i.e. the Parent thread) until the thread (child thread) completes its execution. In this case, the calling thread is going to wait for indefinitely time until the thread on which the Join Method invoked is completed.

The second version of the Join Method allows us to specify the time out. It means it will block the calling thread until the child thread terminates or the specified time elapses. This overloaded takes the time in milliseconds. This method returns true if the thread has terminated and returns false if the thread has not terminated after the amount of time specified by the millisecondsTimeout parameter has elapsed.

The third overloaded version of this method is the same as the second overloaded version. The only difference is that here we need to use the TimeSpan to set the amount of time to wait for the thread to terminate.

**Example: Using the Join Method of Thread class in C#**

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**"Main Thread Started"**)**;

//Main Thread creating three child threads

Thread thread1 = new Thread**(**Method1**)**;

Thread thread2 = new Thread**(**Method2**)**;

Thread thread3 = new Thread**(**Method3**)**;

thread1.Start**()**;

thread2.Start**()**;

thread3.Start**()**;

thread1.Join**()**;

thread2.Join**()**;

thread3.Join**()**;

Console.WriteLine**(**"Main Thread Ended"**)**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

Console.WriteLine**(**"Method1 - Thread1 Started"**)**;

Thread.Sleep**(**1000**)**;

Console.WriteLine**(**"Method1 - Thread 1 Ended"**)**;

**}**

**static** **void** Method2**()**

**{**

Console.WriteLine**(**"Method2 - Thread2 Started"**)**;

Thread.Sleep**(**2000**)**;

Console.WriteLine**(**"Method2 - Thread2 Ended"**)**;

**}**

**static** **void** Method3**()**

**{**

Console.WriteLine**(**"Method3 - Thread3 Started"**)**;

Thread.Sleep**(**5000**)**;

Console.WriteLine**(**"Method3 - Thread3 Ended"**)**;

**}**

**}**

**}**

**Output:**
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Now, for example, if you don’t want the main thread to wait until the thread3 completes its execution. Then you just need to call the Join method on thread1 and thread2.

**Second Overloaded version of Join Method:**

You need to use the second overloaded version when you want the main thread to wait for a specified amount of time. For example, you want the main thread to wait for 3 seconds for the thread3 to complete its task. Then you need to the Join method as shown below.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**"Main Thread Started"**)**;

//Main Thread creating three child threads

Thread thread1 = new Thread**(**Method1**)**;

Thread thread2 = new Thread**(**Method2**)**;

Thread thread3 = new Thread**(**Method3**)**;

thread1.Start**()**;

thread2.Start**()**;

thread3.Start**()**;

**if(**thread3.Join**(**3000**))**

**{**

Console.WriteLine**(**"Thread 3 Execution Completed in 3 second"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Thread 3 Execution Not Completed in 3 second"**)**;

**}**

Console.WriteLine**(**"Main Thread Ended"**)**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

Console.WriteLine**(**"Method1 - Thread1 Started"**)**;

Thread.Sleep**(**1000**)**;

Console.WriteLine**(**"Method1 - Thread 1 Ended"**)**;

**}**

**static** **void** Method2**()**

**{**

Console.WriteLine**(**"Method2 - Thread2 Started"**)**;

Thread.Sleep**(**2000**)**;

Console.WriteLine**(**"Method2 - Thread2 Ended"**)**;

**}**

**static** **void** Method3**()**

**{**

Console.WriteLine**(**"Method3 - Thread3 Started"**)**;

Thread.Sleep**(**5000**)**;

Console.WriteLine**(**"Method3 - Thread3 Ended"**)**;

**}**

**}**

**}**

**Output:**

![Join Method Example of Thread Class in C#](data:image/png;base64,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)

**IsAlive Method of Thread Class:**

The IsAlive method of Thread class returns true if the thread is still executing else returns false. Let us understand this with an example.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Console.WriteLine**(**"Main Thread Started"**)**;

Thread thread1 = new Thread**(**Method1**)**;

thread1.Start**()**;

**if** **(**thread1.IsAlive**)**

**{**

Console.WriteLine**(**"Thread1 Method1 is still doing its work"**)**;

**}**

**else**

**{**

Console.WriteLine**(**"Thread1 Method1 Completed its work"**)**;

**}**

thread1.Join**()**;

Console.WriteLine**(**"Main Thread Ended"**)**;

Console.Read**()**;

**}**

**static** **void** Method1**()**

**{**

Console.WriteLine**(**"Method1 - Thread1 Started"**)**;

Console.WriteLine**(**"Method1 - Thread 1 Ended"**)**;

**}**

**}**

**}**

**Output:**

![Thread Class Join Method in C#](data:image/png;base64,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)

**Protecting Shared Resource in Multithreading Using Locking**

**Protecting Shared Resource in Multithreading Using Locking**

In this article, I am going to discuss **How to Protect the Shared Resources in Multithreading using Locking from Concurrent Access** with an example. Please read our previous article where we discussed the significance of the [**Alive and Join Method of Thread Class**](https://dotnettutorials.net/lesson/join-method-of-thread-class/) using some examples.

1. **What happened when accessing shared resources in a single-thread application?**
2. **What happened when accessing shared resources in a multi-thread application?**
3. **Understanding the Locking Mechanism.**
4. **How to protect the shared resources in a multithread environment from concurrent access?**

In a multithreading application, it is very important for us to handle multiple threads for executing critical section code. For example, if we have a shared resource and if multiple threads want to access the shared resource then we need to protect the shared resource from concurrent access otherwise we will get some inconsistency output. In C#, we can use lock and Monitor to provide thread safety in a multithreaded application. Both lock and monitor provides a mechanism which ensures that only one thread is executing the critical section code at any given point of time to avoid any functional breaking of code. In this article, I am going to discuss how to protect the shared resource using the lock and in the next article, I am going to discuss how to do the same thing using the monitor.

**Accessing shared resource in a single-threaded environment:**

Before understanding lock to protect the resource in a multithread environment, let us first understand the problem if we will not protect the shared resource. In the below example, we have a shared resource i.e. **DisplayMessage()** method and we call that method three times from the Main method as shown below.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

DisplayMessage**()**;

DisplayMessage**()**;

DisplayMessage**()**;

Console.Read**()**;

**}**

**static** **void** DisplayMessage**()**

**{**

Console.Write**(**"[Welcome to the "**)**;

Thread.Sleep**(**1000**)**;

Console.WriteLine**(**"world of dotnet!]"**)**;

**}**

**}**

**}**

**Output:**

![How to Protect the Shared Resources using Locking in Multithreading in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAABICAMAAAB7sTi/AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACKUExURQAAAAAAK2ylwEyJwIlMAAArbKXAwP///8DAwMCJTABMiUwAAMDAiQAATInAwGwrACtspcDApaVsK8ClbCsAAKXApYnApWxsTCsATGxMbGwrTEyJpUwATCsrbKWlpYmlbCsAK8ClpWylpaWlbKXAiYlMTGwrK4nAiWyliaWJTGxsiUwrbCtMiaWlidsla+IAAAMcSURBVHja7Vhpd5swEJSNoCAHTHHs5mrT++7//3tdIaETiOA9Ny/uzIfYQbvSaBC7ZtgrIBkMEiwQCwAA4EUhL8rycD02IsqyrM6x5Ga7alqfTzY1R0thPLiWVYspjsxCYh33/XRKMH/WVbvKC/7E0Eqx/MSp/YvX+/iiH/w0w6koLVZ7KWJlY4/JWcTabLsXL1bFzi/W1W4Qy9YGQy4ry/50t2pIHH6Xh7eFTAkLm4wgyKF2aoimbXWhDNP1ruStG9LF4abR9WPgI7P8cmrXisQywTrGodEFNBzys2KJq1192m+2XH5jdVM55OqGZty8UYrKIUFSHf/8Krzg8I60k0NUPQ/XddOxON2WTpMupFLDvaxMWfJEscR6uE+iCbZ8LI2KBTTSThbFi7KrG66eRI+c+keKxtXqouR5EQYHi5jgMbHkbmgDcTodKSJE1226kKdKsVR8VJYrlrtWcLJMsBMzQyNNLPq4/1nRjHVjj6IWa1hfsaFJ6Av9DYKDRUzwVM3qNxCm0z1ry47Y23Rhh1WimsUVxV0rEMtcdGJmaKSK9fX7w7eH017dAZecqVxjYvGpGpkmFo/Z3N9+umn4vxWLLyvw+fH2B8u+yLJVhd0n03RVunxgB7HG+ppexATPiBWn16e7x/cf7057mx6J1ZcZr9K5awVimWAnZoZGmlh0FDvqBjRXa3+56lnygj5kgc/6QtgxI5YbbOnptqSD4yHDMk7fbN8RjQ+fdzY9Ekt2AaLrNVG7VtgNTbCNmaHh3INZseiY5sXQ8m0jladXPtSqetKFjjlimeDgBUrOo4PjIcsyTs96Gn3l1elGLMNHvovw1lvUrhWKZYNtzAyNgfysWEDKj2uItUSsSdfhf8aE6wAAAABcbIeEB5/cDeHBr7WV4cHDg4cHDw8eHnwsFjz4NbYyPHh48AwePDx4ePDBiws8+GexlSHWArHgwae7DgAAAMDFdkh48MndEB78WlsZHjw8eHjw8ODhwcdiwYNfYyvDg4cHz+DBw4OHBx+8uMCDfxZbGWItEAsefLrrAAAAAAAAAAAAcJH4C4nLn+LUDuhCAAAAAElFTkSuQmCC)

As the above program is a single-threaded program, so we got the output as expected. Let us see what happens if we access the shared resources in a multithreaded environment.

**Accessing shared resource in a multithreaded environment:**

In the following example, we created three different threads and then invoke the same DisplayMessage() method.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Thread t1 = new Thread**(**DisplayMessage**)**;

Thread t2 = new Thread**(**DisplayMessage**)**;

Thread t3 = new Thread**(**DisplayMessage**)**;

t1.Start**()**;

t2.Start**()**;

t3.Start**()**;

Console.Read**()**;

**}**

**static** **void** DisplayMessage**()**

**{**

Console.Write**(**"[Welcome to the "**)**;

Thread.Sleep**(**1000**)**;

Console.WriteLine**(**"world of dotnet!]"**)**;

**}**

**}**

**}**

**Output:**

![Concurrent access to Shared Resources in Multithreading using Locking](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmIAAABICAMAAABiIGmtAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACiUExURQAAAAAAK2ylwEyJwIlMAAArbKXAwP///8DAwMCJTABMiUwAAGwrAMDAiQAATInAwCtspaVsK8DApXBwcKXApcClbNXV1d3d3SsAAInApZfR1QAA3WxsTH253SsATGxMbGwrTEyJpUwATCsrbKWlpYmlbCsAK8ClpWylpaWlbKXAiYlMTGwrK4nAiWyliaWJTGxsiUwrbCtMiaWlibPS1QAt3ehF2CIAAAP7SURBVHja7ZtrQ9owGEYLLaytCO0UJ9uczt3v9///15Y0JUlDG4UtSPScD9PRN81DOGtTfZc8OTt5BBCOBMUgvGIJQEBQDFAMUAzAw4VUbDLN8+V53+Eyz/MixLyjsee05PHnGaabJx06RyXKMue1tNhhtkxl7Tmdq9jprJlELWN3rp3e62Sa3XDI/5GSZ0fFugOHrCkfzzZf7BbfnNAo5i9XN8p2CasD+0jJE0ixtO+SvEfFRuP6oD5S8vx/xYrkrhQ7Plovobmn68hpnjfX10odKpc/8+WrqRzibkhkhUAeqoYOidNW7QZncz9DHl+e1gUp/Hp4uXyxyPOOm3JU922YuTYU08VtjRWjdmJY4S2xbqtYeXw0X81G40x+l8wXhRV5vhDzjJ6rdZaHSrGAp79+TDvFrujV4CGxRVyezxd10jucPJ48Zkuoh5fSr/W/gEJvtzoqmWAN9r1SF5s8JkaRODH6xNpCsTKv54tM3Qs6kdVf5FJmKpO4SE6mbrGzTrq4bwnlexRvq3c4eTx5xOVLBBKvm+HNHUulVHnUKFsxey7nKqaLrRpPDEus09mWiokvL78XYp75wlwM2yVcp1IZxRnFN+JPp9hZJ108tNdo3lbPcPJ48gjTq7wWn7kZXprDaqA6i62SPZejmH7RqvHE+DfFPn+9/nK9mimb7ch6x9G3hNnQjvB2S5gNba/J05tHmn754cUi269i2eZ2fxfFLr8l6Se53SjcJ5S0fRPqXPKWsV7CvmefdkZd7FnC3uHk8eSZr67evH1/tZqZ4RuKNdunzg7OnstRTBdbNZ4YfTrdVjFxMazFE4OYoTI/rG3PPZmKL3I7mzbbvjrRS2gXm9Dto0tbvHlIZ+8bTh5fntH4tYjx7uORGb6hmHwmEHE7D6JmLveJUhebGk8MY2619Q8t5gtxoZxM1w/T5hFVXj/lzVjtFcULdWItoS52fuUiz9MWbx4y2XuGk8ebJ21iNPvwdrhWTOeRv9TJqs6kZi5XMVNsajwx1uHFS/WWih0M5IkNFEOxO1dssJPgrgKTJyJu6LSgXwwCg2KAYoBiACgGB6vYIfaCwz27ih1eLzg8QMX22wsOD1GxvfaCQ3SKxdYLDvEpFlkvOESnWGy94BCdYrH1gkN0isXWCw7RKRZbLzjExcXZSWy94BCdYrH1gkN0N8pDjIViKIZiELFidFqgGACKAYoBigGgGNwDxejdh+BXMXr34QAUo3cfQitG7z74FKN3H0IrRu8+hFWM3n0IrBi9+xBYMXr3IbBi9O5DYMXo3YeQ0LsPgfnzm8ZqCMqzpygGD04xOi1QDADFAMUAxQBQDFAMAMUAxSBy+H+UgGKAYgDD/AVBfMpY/PjcjAAAAABJRU5ErkJggg==)

As you can see we are not getting the output as expected. So, the point that you need to keep in mind is, if the shared resources are not protected in the multithreaded environment from concurrent access then the output or the behavior of the application becomes inconsistent that’s what we see in our previous example.

**How to protect the shared resources in a multithread environment from concurrent access in C#?**

We can protect the shared resources in a multithread environment from concurrent access by using the concept Monitor and locking. Let us see how to protect the shared resource using locking and see the output.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Thread t1 = new Thread**(**DisplayMessage**)**;

Thread t2 = new Thread**(**DisplayMessage**)**;

Thread t3 = new Thread**(**DisplayMessage**)**;

t1.Start**()**;

t2.Start**()**;

t3.Start**()**;

Console.Read**()**;

**}**

**private** **static** **object** \_lockObject = new **object()**;

**static** **void** DisplayMessage**()**

**{**

**lock(**\_lockObject**)**

**{**

Console.Write**(**"[Welcome to the "**)**;

Thread.Sleep**(**1000**)**;

Console.WriteLine**(**"world of dotnet!]"**)**;

**}**

**}**

**}**

**}**

Now run the application and see the output as expected as shown below.

![Protecting Shared Resource in Multithreading Using Locking](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATYAAABGCAMAAABxN0juAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACKUExURQAAAAAAK2ylwEyJwIlMAAArbKXAwP///8DAwMCJTABMiWwrAEwAAMDAiQAATInAwCtspaVsK8DApaXApcClbCsAAInApWxsTCsATGxMbGwrTEyJpUwATCsrbKWlpYmlbCsAK8ClpWylpaWlbKXAiYlMTGwrK4nAiWyliaWJTGxsiUwrbCtMiaWliWxYj3MAAAMrSURBVHja7VnZcqMwEMRGJgIcjrXjzbVn9j7+//d2hIRGB4dNlV21TvdD7KCZUdOIEaaTG2ABEkiwSDYAAIDrxCaTcn83NFJIKfNzTLlaLyrr80nHajQUJoJjab5gNqG5DpRTsu3KrrCWzq+/6Pw2mZgZWiibnzimRPGmjA/6wfMMWbaxcCNbcy2ypUO3zpllW63b/162PLmkbLfbXjbuIZZmKmW39hs9VOz/yP27TKWEDVBFENRQMzZEZRvTUMN0c37qIvbpxf6+ltLTW2X5bZfnimSzwSbGodEGNBzyjlhTshW32+pQrtZCfUuqOndoVjXVXr3V2qqhgkTb/f2decHhBWtGh6jN7u+quk3idG6xNr1QmvVXNbfty5OHiXVw71MbzHyYRp4ENIbEmpGtkG1VC32fejT1P0o+oXnQAt5kYXCgjQ0ekk2dF51KnE7LjAjRcU7v7hbNUvPRWa5s7lzBarPBTswEDUesXXmEbPTx9Cun2lXNC9XI1jPRvKgKfaG/QXCgjQ0e623dqYTpdPUa2dJ5cHrBwzpRV3HlcecKZLMHnZgJGqfL9u3H8/fnQ6mvikvTdrgh2cRYVz1ONhGzeXp4ua/FZWUT8ZZwrGwPP5P0q2pvebhzpYa4zle3cy/b0J5oZrHBE7LF6dXh8cPHz4+HktMj2bp25HVEd65ANhvsxEzQGJJoSjZaqC3tJFS14YdiU2+T0YfaEtKudbaJlc0NZqJmSzPB8ZDlG6ev1u+JxqcvW06PZFP7BtH1NmCeK9xJbTDHTNDgq9Ec9QBS1bSIN1n/4MDbsVrb6ubX/ZYOtIkjmw0Ofq6pOiY4HmK+cXra0eh6tUm3slk+6gePaLxJea5QNg7mmAkaPXk61B4hG3Da8ztkWybb6BsQYOINCAAAAADM7qTwEhJ4Ced8KQ4vAV7CRWSDlwAvAV4CvAR4CfAS4CXAS4CXAC/hGl+KQ7ZFssFLmP49By8BAAAAmNle4SUMzwYvAV7C7EtxeAmLZIOXAC/BX23wEhJ4CfAS4CWcIhu8BHgJ8BK8IXgJr/elOGRbJBu8hOnfc/ASAAAAAAAAgNeFf4HQo/KTyaXdAAAAAElFTkSuQmCC)

**Note:** The section or block or particular resource that you want to protect should be placed inside the lock block.

Let us understand this with an example. In the following example, we are only protecting the shared Count variable from concurrent access.

**using** *System.Threading;*

**using** *System;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **int** Count = 0;

**static** **void** Main**(**string**[]** args**)**

**{**

Thread t1 = new Thread**(**IncrementCount**)**;

Thread t2 = new Thread**(**IncrementCount**)**;

Thread t3 = new Thread**(**IncrementCount**)**;

t1.Start**()**;

t2.Start**()**;

t3.Start**()**;

//Wait for all three threads to complete their execution

t1.Join**()**;

t2.Join**()**;

t3.Join**()**;

Console.WriteLine**(**Count**)**;

Console.Read**()**;

**}**

**private** **static** **object** \_lockObject = new **object()**;

**static** **void** IncrementCount**()**

**{**

**for** **(int** i = 1; i **<**= 1000000; i++**)**

**{**

//Only protecting the shared Count variable

**lock** **(**\_lockObject**)**

**{**

Count++;

**}**

**}**

**}**

**}**

**}**

When you run the above program, it will give you the output as expected as 3000000.

# Protecting Shared Resource in Multithreading Using Monitor

## ****Protecting Shared Resource in Multithreading Using Monitor****

In this article, I am going to discuss **How to Protect the Shared Resources in Multithreading using Monitor from Concurrent Access** with some examples. Please read our previous article before proceeding to this article where we discussed why we need to protect the shared resource as well as [**how to protect the shared resource using the lock**](https://dotnettutorials.net/lesson/locking-in-multithreading/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **Understanding the Monitor class in C#.**
2. **How to Protect the Shared Resources in Multithreading using Monitor class in C#?**
3. **Understanding Different Methods of Monitor class with examples.**
4. **Difference between Monitor and lock in C#.**

As we already discussed both Monitor and lock are used to provide thread safety to a shared resource in a multithreaded application in C#. So, let us understand the Monitor class and its methods in detail as well as how to protect the shared resource using the monitor class.

##### ****Understanding the Monitor Class in C#:****

The Monitor class in C# provides a mechanism that synchronizes access to objects. Let us simplify the above definition. In simple words, we can say that, like the lock, we can also use this class to protect shared resources in a multi-threaded environment. This can be done by acquiring an exclusive lock on the object so that only one thread can enter into the critical section at any given point of time.

The Monitor is a static class and belongs to the System.Threading namespace. As a static class, it provides a collection of static methods as shown in the below image. Using these static methods you can provide access to the monitor associated with a particular object.

![Monitor Class in C#](data:image/png;base64,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)

Let us understand the methods of the Monitor class.

###### **Enter, TryEnter:**

These two methods are used to acquire an exclusive lock for an object. This action marks the beginning of a critical section. No other thread can enter into the critical section unless it is executing the instructions in the critical section using a different locked object.

###### **Wait:**

The Wait method is used to release the lock on an object and permit other threads to lock and access the object by blocking the current thread until it reacquires the lock. The calling thread waits while another thread accesses the object. Pulse signals are used to notify waiting threads about changes to an object’s state.

###### **Pulse (signal), PulseAll:**

The above two methods are used to send a signal to one or more waiting threads. The signal notifies a waiting thread that the state of the locked object has changed, and the owner of the lock is ready to release the lock.

###### **Exit():**

The Exit method is used to release the exclusive lock from the specified object. This action marks the end of a critical section protected by the locked object.

##### ****Example:****

**Let us see an example to understand how to use Monitor in C#.**

**using** *System;*

**using** *System.Threading;*

**namespace** *MonitorDemo*

**{**

**class** Program

**{**

**static** **readonly** **object** lockObject = new **object()**;

**public** **static** **void** PrintNumbers**()**

**{**

Console.WriteLine**(**Thread.CurrentThread.Name + " Trying to enter into the critical section"**)**;

Monitor.Enter**(**lockObject**)**;

**try**

**{**

Console.WriteLine**(**Thread.CurrentThread.Name + " Entered into the critical section"**)**;

**for** **(int** i = 0; i **<** 5; i++**)**

**{**

Thread.Sleep**(**100**)**;

Console.Write**(**i + ","**)**;

**}**

Console.WriteLine**()**;

**}**

**finally**

**{**

Monitor.Exit**(**lockObject**)**;

Console.WriteLine**(**Thread.CurrentThread.Name + " Exit from critical section"**)**;

**}**

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Thread**[]** Threads = new Thread**[**3**]**;

**for** **(int** i = 0; i **<** 3; i++**)**

**{**

Threads**[**i**]** = new Thread**(**PrintNumbers**)**;

Threads**[**i**]**.Name = "Child Thread " + i;

**}**

**foreach** **(**Thread t in Threads**)**

**{**

t.Start**()**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**
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##### ****Monitor.EnterlockObject, ref IslockTaken):****

Let us understand the overloaded version of the Enter method. The **Monitor.Enter(lockObject, ref IslockTaken)** acquires an exclusive lock on the specified object. It then automatically sets a value that indicates whether the lock was taken or not. The second parameter which is a Boolean parameter returns true if the lock is acquired else it returns false.

**Example:**

**using** *System;*

**using** *System.Threading;*

**namespace** *MonitorDemo*

**{**

**class** Program

**{**

**static** **readonly** **object** lockObject = new **object()**;

**public** **static** **void** PrintNumbers**()**

**{**

Console.WriteLine**(**Thread.CurrentThread.Name + " Trying to enter into the critical section"**)**;

Boolean IsLockTaken = **false**;

Monitor.Enter**(**lockObject, **ref** IsLockTaken**)**;

**try**

**{**

Console.WriteLine**(**Thread.CurrentThread.Name + " Entered into the critical section"**)**;

**for** **(int** i = 0; i **<** 5; i++**)**

**{**

Thread.Sleep**(**100**)**;

Console.Write**(**i + ","**)**;

**}**

Console.WriteLine**()**;

**}**

**finally**

**{**

Monitor.Exit**(**lockObject**)**;

Console.WriteLine**(**Thread.CurrentThread.Name + " Exit from critical section"**)**;

**}**

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Thread**[]** Threads = new Thread**[**3**]**;

**for** **(int** i = 0; i **<** 3; i++**)**

**{**

Threads**[**i**]** = new Thread**(**PrintNumbers**)**;

Threads**[**i**]**.Name = "Child Thread " + i;

**}**

**foreach** **(**Thread t in Threads**)**

**{**

t.Start**()**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**
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##### ****Difference between Monitor and lock in C#****

The **lock** is the shortcut for **Monitor.Enter with try and finally**. So, the lock provides the basic functionality to acquire an exclusive lock on a synchronized object. But, If you want more control to implement advanced multithreading solutions using TryEnter() Wait(), Pulse(), and PulseAll() methods, then the Monitor class is your option.

**Mutex in C#**

**Mutex in C# with Example**

In this article, I am going to discuss **how to use Mutex in C# in a multithread application** for thread synchronization with some examples. Please read our previous article where we discussed how to use the [**Monitor class to protect the shared resources**](https://dotnettutorials.net/lesson/multithreading-using-monitor/)from concurrent access in the multithread application. As part of this article, we are going to discuss the following pointers.

1. **What is Mutex in C#?**
2. **How to use Mutex in a multithread application to protect the shared resources?**
3. **Example to understand Mutex in C#.**

**What is Mutex in C#?**

Mutex also works likes a lock i.e. acquired an exclusive lock on a shared resource from concurrent access, but it works across multiple processes. As we already discussed exclusive locking is basically used to ensure that at any given point of time, only one thread can enter into the critical section.

The **Mutex** class provides the **WaitOne()** method which we need to call to lock the resource and similarly it provides **ReleaseMutex()** which is used to unlock the resource. Note that a **Mutex** can only be released from the same thread which obtained it.

**Example:**

The following example shows the use of the C# Mutex class. The code is self-explained. So, please go through the comment lines.

**using** *System;*

**using** *System.Threading;*

**namespace** *MutexDemo*

**{**

**class** Program

**{**

**private** **static** Mutex mutex = new Mutex**()**;

**static** **void** Main**(**string**[]** args**)**

**{**

//Create multiple threads to understand Mutex

**for** **(int** i = 1; i **<**= 5; i++**)**

**{**

Thread threadObject = new Thread**(**MutexDemo**)**;

threadObject.Name = "Thread " + i;

threadObject.Start**()**;

**}**

Console.ReadKey**()**;

**}**

//Method to implement syncronization using Mutex

**static** **void** MutexDemo**()**

**{**

Console.WriteLine**(**Thread.CurrentThread.Name + " Wants to Enter Critical Section for processing"**)**;

**try**

**{**

//Blocks the current thread until the current WaitOne method receives a signal.

//Wait until it is safe to enter.

mutex.WaitOne**()**;

Console.WriteLine**(**"Success: " + Thread.CurrentThread.Name + " is Processing now"**)**;

Thread.Sleep**(**2000**)**;

Console.WriteLine**(**"Exit: " + Thread.CurrentThread.Name + " is Completed its task"**)**;

**}**

**finally**

**{**

//Call the ReleaseMutex method to unblock so that other threads

//that are trying to gain ownership of the mutex.

mutex.ReleaseMutex**()**;

**}**

**}**

**}**

**}**

**Output:**
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**Semaphore in C#**

**Semaphore in C# with Example**

In this article, I am going to discuss how to use **Semaphore in C#** with example. Please read our previous article where we discussed how to use [**Monitor in C#**](https://dotnettutorials.net/lesson/mutex-in-c/) to protect the shared resources from concurrent access in a multithread application. As part of this article, we are going to discuss the following pointers which are related to C# semaphore.

1. **What is Semaphore in C#?**
2. **How does Semaphore work in C#?**
3. **How to use the Semaphore class?**
4. **Understanding the different methods of Semaphore class with examples.**

**What is Semaphore in C#?**

The Semaphore in C# is used to limit the number of threads that can have access to a shared resource concurrently. In other words, we can say that Semaphore allows one or more threads to enter into the critical section and execute the task concurrently with thread safety. So, in real-time, we need to use Semaphore when we have a limited number of resources and we want to limit the number of threads that can use it.

**How does Semaphore work in C#?**

The Semaphores are Int32 variables that are stored in operating system resources. When we initialize the semaphore object we initialize it with a number. This number basically used to limits the threads that can enter into the critical section.

So, when a thread enters into the critical section, it decreases the value of the Int32 variable with 1 and when a thread exits from the critical section, it then increases the value of the Int32 variable with 1. The most important point that you need to remember is when the value of the Int32 variable is 0, then no thread can enter into the critical section.

**The syntax for semaphore initialization in C#:**

You can use the following statement to create the Semaphore instance in C#.
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As you can see in the above statement, we are passing two values to the constructor of the Semaphore class while initializing. These two values represent InitialCount and MaximumCount.

The InitialCount parameter sets the value for the Int32 variable. that is it defines the initial number of requests for the semaphore that can be granted concurrently. MaximumCount parameter defines the maximum number of requests for the semaphore that can be granted concurrently.

For example, if we set the maximum count value as 3 and initial count value 0, it means 3 threads are already in the critical section. If we set the maximum count value as 3 and the initial count value 2. It means a maximum of 3 threads can enter into the critical section and there is one thread that is currently in the critical section.

**Note:**The second parameter always must be equal or greater than the first parameter otherwise we will get an exception.

**Methods of Semaphore class:**

**WaitOne Method:**Threads can enter into the critical section by using the WaitOne method. We need to call the WaitOne method on the semaphore object. If the Int32 variable which is maintained by semaphore is greater than 0 then it allows the thread to enter into the critical section.

**Release Method:**We need to call the Release method when the thread wants to exits from the critical section. When this method is called, it increments the Int32 variable which is maintained by the semaphore object.

Let us see an example for a better understanding.

**using** *System;*

**using** *System.Threading;*

**namespace** *MutexDemo*

**{**

**class** Program

**{**

**public** **static** Semaphore semaphore = new Semaphore**(**2, 3**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

**for** **(int** i = 1; i **<**= 10; i++**)**

**{**

Thread threadObject = new Thread**(**DoSomeTask**)**

**{**

Name = "Thread " + i

**}**;

threadObject.Start**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**static** **void** DoSomeTask**(object** id**)**

**{**

Console.WriteLine**(**Thread.CurrentThread.Name + " Wants to Enter into Critical Section for processing"**)**;

**try**

**{**

//Blocks the current thread until the current WaitHandle receives a signal.

semaphore.WaitOne**()**;

Console.WriteLine**(**"Success: " + Thread.CurrentThread.Name + " is Doing its work"**)**;

Thread.Sleep**(**5000**)**;

Console.WriteLine**(**Thread.CurrentThread.Name + "Exit."**)**;

**}**

**finally**

**{**

//Release() method to releage semaphore

semaphore.Release**()**;

**}**

**}**

**}**

**}**

**Deadlock in C#**

**Deadlock in C# with Example**

In this article, I am going to discuss **Deadlock in C#** with example. Please read our previous article where we discussed [**Semaphore in C#**](https://dotnettutorials.net/lesson/semaphore-in-multithreading/) with some examples. Deadlock is one of the most important aspects to understand as a developer. As part of this article, we are going to discuss the following pointers.

1. **What is deadlock?**
2. **Why Deadlock Occurred?**
3. **How a deadlock can occur in a multithreaded application?**
4. **How to avoid Deadlock by using Monitor.TryEnter method?**
5. **How to avoid Deadlock by acquiring locks in a specific order?**

**What is a Deadlock in C#?**

In simple words, we can define a deadlock in C# is a situation where two or more threads are **unmoving or frozen** in their execution because they are waiting for each other to finish.

For example, let’s say we have two threads **Thread1** and **Thread2** and at the same time let say we have two resources **Resource1** and **Resource2**. The **Thread1** locked the **Resource1** and trying to acquire a lock on **Respurce2**. At the same time, **Thread2** acquired a lock on **Resource2** and trying to acquire a lock on **Resource1**.

![Deadlock in C# in Multithread application](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAnMAAAEuCAMAAADSlmSIAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnMAABJzAYwiuQcAAAC6UExURf////n///McJP/dm/lyJO0cdvEcJO0cJPz//+1Km///3vGY3v//ve0cUPdKJPyYUPfd//O7//+7du1yvf/dvfnd//NKJPlyUPdyUPy7dvFym/e73vOYvfOY3vFyve1KUO1KdvmYUPGYvfO73vFKdvNKUPyYdvzd3vnd3v/d3vmYm/zdm/NKdv+7m/z/3vdyJPFKUPe7vfmYdvz/vfzd//FKJPn/3vy7m/OYm/y7vfO7vfe7m/Nydvndm9NK9XYAAA7ASURBVHja7N0Je6LKEoBhJhrbkKiJW+JkX05m5qxzz3L3+///1u3qbhASlySiUs1XzzORQUAtXru6ESVJCIIgCIIgCIIg3huGIHYQmCMwRzTMHB0MYusdOMwRmCMwRxCYIzBHEJgjMEcQmCP0mYvzqDiBufjMxfw5FuYwF6G5CFt6zGEuSnPR9s0whznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc5jDHOYwhznMYQ5zmMMc5jCHOUXm2vmJV8dtc9R983oDc/hJblud3mlDzW2Wutlfxtw+Yu795sZTg7mPpG4Q1sTcOxOXzjoGcx9J3cmBGXXT30KxaF5/Lu2bkc/h0U9TY266ic3IQ98cTpJnMXUtd44v7NSVS2zLtm1X9/mbtbHmVqeukLB5FvPUtb6bsyQZVpw8jeay9t4mzsZRd14AWh3jZ0mifDhzNzPMLUxdIWHzLBZSF1o8zJmHrv3PUdcmzibji725Tk6m9l6ZOxF4xzJp38W2qNrEPT9W/lZVa66cukLCSlnMUydh73lHSY7UnOQi6234+779OA3v2jP3vnSTx/nCCeYWp66QsFIWi6mzDt1CDe/PdfPEuQHVLCsQoVJIVcizibkVqSskrJTFQurGB5UPWyMwZ3N0e/VFKkbWEcHcG1NXTljIYil12yAXgbmhOx4i94ZsJR4itfUtb9csYaUs5qk72Qa5KMyZx2RmfO/3biJvTTdplc0M5lalrpCwUhbz1LW3QS4Cc37c7wb8oX8izoad4oAfc4u7wvOEFbI4T13W3+NYyavETU3v2quSQ5zm8ySb+3CPuZWpKySskMU8deGYXWPN1So4rwRzmMMc5jCHOcxhDnOYwxzmMIc5zGEOc5jDHOYwhznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc5jDHOYwhznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc+94PMxhbtfkMIe5HYuLLDBXZ3PGYG5jc03N2kZlFXOY25G5nfLevCXeXWXBXJPF5fu/tuY+8Pap5xub0Srmdl9NaOSiNFfbce4uui9qhviYiwKdqoPAmItAnVFFDnP6e3XKxGFOfVOnThzmtKtTSA5zqgusRnGY09zU6RSHOcXqtJLDnFZ0asVhTqk6xeIwp3MsoZoc5hQ2dbrFYU6fOu3iMKeuwOonhzldTV0E4jCnSl0U4jCnCV0k5DCnRl0s4jCnZSwRjzjMKWnqovoBEswpUGeiIoe5+hfYyMRhrv5NXWziMFd3dSY+cpirNboYxWGu1uqiFIe5Go8lTKTkMFfbpi5WcZirtbokwRzmMIc5aivmMFfdwJUxBOZ2fqzEcKwEczsVF686zNVXXD4Lc5WZa5uj7oq1Tg7M8bL7BubwU3TmFrZqhs/4MbdTcVGqw1zNxUVYYOtiLj3vGPN5IpPjH4zpXWfm2qZ3audd2HlXbunW1E7dR2ZuTVtmODe9enPWl4TwanXc5Mibaxtzls+TxYfhaGlM5gzfwcmistq33pxtzS6T8YGdkfbN0cT+6Z3K9geOnJsn8I5l8nCSzDoRmWvaVw1rYi5samilWVlW2S9PX0PbJ/P9PLvRo66DJ6tGY+7NmKJRVw9zAZXchMm83soiobRKQc35RWLuXZAa8D3+yvr4Hzd36/6X9eFWmDPFa+XGKS6J5UeZ5uZev5rK+vjvrK12svXzpcw86roiOneYLKutJXOqfvZwu0oVm9usj7/UXIjj8vYPJ+m53a6D6P7YeXcTuXuUuEdOZmahOV315+MX/Y7k873V5jbs4683F9pRWSlvM/2DDkJDl9097Cw8VlJ4CDUXzm3kT7uWn/oKcxv28debC/3Fbt5fvOkG6P6v9BdDd1L6iw/32s019iesNzf3tj7+Ls4rUWWuyT/V/+JcreRttfXdffzdmDNayDX7kiTrzFXUx8fcFgYByq+8tN7cZn18zG2jgVLa1L3Z3GZ9fMxtx4lKdavNbWms0lxz1RvRe8VgzCklp7Gpw5xucSrVzZ/tNp835rYpQxu6eMwlhU/xFJHru2OgcljgLFl8WqCLdPb0KRZ18ZmrY/JXmPDKhuHgQN+MFm9hsAyjwrEE5vZcVgfu/LC2/+B6+Vmw68xpauowt+eenPvY0LZv3wXV0AF87vhzYuWzx5+mxtzIZz8OZXph77o7Va4Oc3seO5zIB4atTu8/Ys+1ZoP8OHx2TH4UzP3az0+c1VxgMbfv0aqcSGGt/b3vPtV2nyheJydT6dhZcw/d8YGH6D9hvPafaususDs5xNBUc28xIJraltHAHP0RunPffpy67p0fXwyK5u4uIzhuspMjDM0097b9b4es/z6wdXVoDv/nTgmb5d8t8eeSzc0l51JZb/7Ujg5zexXnOnTfpYtmb/8bGrPbqy/9heb8qRTLv+GpRF085ur1/dY373k3PrC2stuh6PIH6l6bk8L727rDJrUfS2Bur+Jch863XOHW1tpHOed1gTl3V3q+1lzdmzrM7Vec/wwifNlEbsPZsS9q67BwrGT5uFWJOsxth9zbF2+F7wJbbO7Im5zzeu2ODhfMpRfumPDv1uXtVXcLz2If6DC3l0auCU9kmQd+wzrCHV1bdZjbX1ltKjrMxbyL66kuHnNuu/vLcE0blTo+q7jM7ZlcTTvsNWx9MRfzILGOT24H3aBozBmF4urYCO+gFxSLOb3XqanZc8TcZub0nCi55C2DOWXm9Hz3Zckz3cuzx9zHzan7YunC6yZiTpE5jT/bsOhtg7nNUrq712F0/ijSgjcO5nSY0/rjqq+e976K65YfNkJzin9F+sUzx1zNzS0Sp7zA7qtDh7n3vIxXl3LRfS1FzNXfXNhhphiae3WYq7s58zq0aXuhDnM1N6eZW6EzUNzv+3gd8Zjb/ukxqr29eBHF64/urbmNwdyOdpfmeNU1wNzaHCmO+rrDHOaqBNXInGEOc+rMJTEE5jAXs7lajb32kjPM1dxchDnDHOYwhznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc5jDHOYwhznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc9Gba4dvWT1NKnwis7+MuX3EHOZWmvPXyq4mBn6Lx5jD3EpzZlTV0zg5MKNu+pu/8nvs5rZSJ5Kk1dmsDai5uaOuvRn33e34wjZ4VzIjvegYc+ded3puJz9PHCbbdqWyqJ186JvDSTL+wa5xLYvl67a+m7MkGW7UcqozV2WdsLmcmgaYm8ptq+PSZ6csrCyRlleYLJtzC4Y1Rklh3azANstcdXUiSWcdE7e5LI6dpongOZY/18n4QBLZNr1LmXTQCuZsUr64Neyf3mlh3azA5vziNld5nfD94SaY883cmXvJrv26u8zwCCMpleWcjVy3Q9b45elrcV231tS4/zfGXJV1YmBuZg0wd/c1yV+2kd7/uaTp5s+Mlbsp5+w4N5e8WDeRZnGjYavG2lpdnXh+3LA3rKA/l1pgo660ZQU30tQbn723mCuvuyk5heaqrRPD+McQbWdkLsjHNznesTRnwZys9/Nlad2TjcmpM1dxnWiCOde8y9+7ia8Ittl6tJ1fycC8Nrj703szz1kq/WBpJs8K6wbBTTG3hTrRCHPy4ud9YPuyQx9YBIU+sOSindeRkLNCz3e+bvaWbcixkurrREPMyfj8OLw5ZVifpL9bObd+2O/G+n7KzvtbIWeJH+vfdJPCugPTOHPV1onYzdU0tB0rqbJOYA5zu64TmMNcs/KHOcxhDnOYwxzmMIc5zGEOc5jDHOYwhznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc5jDHOYwhznMYQ5zmMMc5jCHOcxhDnOYwxzmMIc5zGEOc5jDXKXmYgnMYS5ac+QMc5jTZY7AHOYIdT1BzBGYIzBHEJgjMEcQmCMwR2AOcwTmCMwRBOYIzBEE5gjMEQTmCMwRmCMIzK2KcFnrp8s1yw38Jdj9xYtfRX554izGF/nljN1K6ezp05It+7uWbjp/ngvv94/zmC1z5v5hToU588LMhubCRdjlsu1+pUF2QfYlW/6guWHhcZK03zs9OVj6OJirnbk17cP7zLVfbnStuQ9FRtu/Y8Rbq7OaLuZqYU52Unru24rxhTE9VxGTZ7s/e9duz07tvPu5ufTc3vV54krbD34hb65teqe+XPbdgv/oyEbtSr/2xcXRH26pcGfYfurv6r7ctP3/T1NjbrrF5/l6pkyn9yZ7CL8tzGkwJ7fWVGg3ZM4gbz+GYV9m5qwvCeEVlh95c+28WbOQeo8FLQvMZdsvmStsOmspR2VzpZl2cT/V/jxJMafO3NDuadEwEUjHsjuvk5Op3ad25uEkmXVyc7Y1u0zGB3bSLS++TsXcoFCendPePydJqT93Mjc3336xPzfftPB66NrJrO62F8y0z/Ss9FLOpEvHuFWTubAPB37Wtx+n0mg4gqEdbHstx6Xlf3n6GhqoQpfued5iLjQ3337BXGHT/vEKfb1grjSzbC7uIUTE5vIyOsvQ5BCDufB/uZnvc2+uWNVSEWVCf26BuXz7BXOFTYfn9cpcaWbZnAwf4h1CxNqfy3puRsZ/5vbqS/895m47L4e+/+rnBfmlufn2NzCX9+fO6c8pHLc+F5o03+zZ/Wr34yhZXVvtZOvnS9n7MgzIgAz92DJt+yq5wNx8+0tr63pzhXHr4d8xp/L4nDVwN5E+/EjUPCYz48cQlsDMLB5DHE7kMMuZ0zI/SBfGn/9v745VGIShMArTodTFoU4utdA36Pu/XE1iEquUOhUavjMJkivoIXr/O5gEqM7F+jHZ6Gr9jz3EAefe8rm2W4gmnZvqM0xbUnYmZ/2brCQ895KtJN2qDHlNf11sGZZA5FIXlPq7rKTOJb44V64T155PDbcQ7c5bQyacMtkQBN+GlMLNh49dJtyVTHjqli1uNY2Ic9A+p7vz+28MYoQ98f6MX3G1fjq1LX3MudW8NbQPQ4nzOAdwDpwDOAfOgXOcA+fAOYBz4BzAOfyPc8BP/9rkboBzaN05AAAAAAAABF7NJWoMti1J8gAAAABJRU5ErkJggg==)

As you can see in the above image, **Thread1** is waiting to acquire a**lock on Resource2**which is held by **Thread2**. **Thread2** also can’t finish his work and release the lock on**Resource2** because it is waiting to acquire a lock on **Resource1** which is locked by **Thread1**, and hence a Deadlock situation occurred.

**Example to understand Deadlock in C#:**

Let us understand Deadlock in C# with an example. Create a class file with the name **Account.cs** and then copy and paste the following code in it.

**namespace** *DeadLockDemo*

**{**

**public** **class** Account

**{**

**public** **int** ID **{** **get**; **}**

**private** **double** Balance;

**public** Account**(int** id, **double** balance**)**

**{**

ID = id;

Balance = balance;

**}**

**public** **void** WithdrawMoney**(double** amount**)**

**{**

Balance -= amount;

**}**

**public** **void** DepositMoney**(double** amount**)**

**{**

Balance += amount;

**}**

**}**

**}**

The above Account class is very straight forward. We created the class with properties i.e. ID and Balance. Through the constructor of this class, we are initializing these properties. So, at the time of Account class instance creation, we need to pass the ID and Balance value. Here we have also created two methods. The WithdrawMoney method is used for withdrawing the amount while the DepositMoney method is used for adding the amount.

**AccountManager.cs:**

Create a class file with the name **AccountManager.cs** and then copy and paste the following code in it.

**using** *System;*

**using** *System.Threading;*

**namespace** *DeadLockDemo*

**{**

**public** **class** AccountManager

**{**

**private** Account FromAccount;

**private** Account ToAccount;

**private** **double** TransferAmount;

**public** AccountManager**(**Account AccountFrom, Account AccountTo, **double** AmountTransfer**)**

**{**

FromAccount = AccountFrom;

ToAccount = AccountTo;

TransferAmount = AmountTransfer;

**}**

**public** **void** FundTransfer**()**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} trying to acquire lock on {FromAccount.ID}"**)**;

**lock** **(**FromAccount**)**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} acquired lock on {FromAccount.ID}"**)**;

Console.WriteLine**(**$"{Thread.CurrentThread.Name} Doing Some work"**)**;

Thread.Sleep**(**1000**)**;

Console.WriteLine**(**$"{Thread.CurrentThread.Name} trying to acquire lock on {ToAccount.ID}"**)**;

**lock** **(**ToAccount**)**

**{**

FromAccount.WithdrawMoney**(**TransferAmount**)**;

ToAccount.DepositMoney**(**TransferAmount**)**;

**}**

**}**

**}**

**}**

**}**

In the above code, we created two Account type variables to hold the FromAccount and ToAccount details i.e. the Account from where the amount is going to deducted and the account to whom the amount is created. We also created another double type variable i.e. TransferAmount to hold the amount which is going to be deducted from the FromAccount and credited to the ToAccount. Through the constructor of this class, we are initializing the class variables.

We also created the FundTransfer method which is going to perform the required task. As you can see, it first acquires a lock on From Account and then doing some work. After 1 second it backs and trying to acquire a lock on To Account.

**Modifying the Main Method:**

Now modify the Main method of Program class as shown below. Here, for accountManager1, Account1001 is the FromAccount and Account1002 is the ToAccount. Similarly, for accountManager2, Account1002 is the FromAccount and Account1001 is the ToAccount

**using** *System;*

**using** *System.Threading;*

**namespace** *DeadLockDemo*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

Console.WriteLine**(**"Main Thread Started"**)**;

Account Account1001 = new Account**(**1001, 5000**)**;

Account Account1002 = new Account**(**1002, 3000**)**;

AccountManager accountManager1 = new AccountManager**(**Account1001, Account1002, 5000**)**;

Thread thread1 = new Thread**(**accountManager1.FundTransfer**)**

**{**

Name = "Thread1"

**}**;

AccountManager accountManager2 = new AccountManager**(**Account1002, Account1001, 6000**)**;

Thread thread2 = new Thread**(**accountManager2.FundTransfer**)**

**{**

Name = "Thread2"

**}**;

thread1.Start**()**;

thread2.Start**()**;

thread1.Join**()**;

thread2.Join**()**;

Console.WriteLine**(**"Main Thread Completed"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Deadlock in C#](data:image/png;base64,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)

**Note:** For thread1, Account1001 is resource1 and Account1002 is resource2. On the other hand, for thread2, Account1002 is resource1 and Account1001 is resource2. With this keep in mind run the application and see deadlock occurred.

The reason is thread1 acquired an exclusive lock on Account1001 and then do some processing. Meantime thread2 started and it acquired an exclusive lock on Account1002 and then does some processing. Then thread1 back and wants to acquire a lock on Account1001 which is already locked by thread2. Similarly thread2 back and wants to acquire a lock on Account1002 which is already locked by thread1 and hence deadlock.

**Avoiding Deadlock by using Monitor.TryEnter method?**

The second parameter of **Monitor.TryEnter** method takes time out in milliseconds. Using that parameter we can specify a timeout for the thread to release the lock. If a thread is holding a resource for a long time while the other thread is waiting, then Monitor will provide a time limit and force the lock to release it. So that the other thread will enter into the critical section.

Modifying the **AccountManager** class as shown below:

**using** *System;*

**using** *System.Threading;*

**namespace** *DeadLockDemo*

**{**

**public** **class** AccountManager

**{**

**private** Account FromAccount;

**private** Account ToAccount;

**private** **double** TransferAmount;

**public** AccountManager**(**Account AccountFrom, Account AccountTo, **double** AmountTransfer**)**

**{**

this.FromAccount = AccountFrom;

this.ToAccount = AccountTo;

this.TransferAmount = AmountTransfer;

**}**

**public** **void** FundTransfer**()**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} trying to acquire lock on {FromAccount.ID}"**)**;

**lock** **(**FromAccount**)**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} acquired lock on {FromAccount.ID}"**)**;

Console.WriteLine**(**$"{Thread.CurrentThread.Name} Doing Some work"**)**;

Thread.Sleep**(**3000**)**;

Console.WriteLine**(**$"{Thread.CurrentThread.Name} trying to acquire lock on {ToAccount.ID}"**)**;

**if** **(**Monitor.TryEnter**(**ToAccount, 3000**))**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} acquired lock on {ToAccount.ID}"**)**;

**try**

**{**

FromAccount.WithdrawMoney**(**TransferAmount**)**;

ToAccount.DepositMoney**(**TransferAmount**)**;

**}**

**finally**

**{**

Monitor.Exit**(**ToAccount**)**;

**}**

**}**

**else**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} Unable to acquire lock on {ToAccount.ID}, So existing."**)**;

**}**

**}**

**}**

**}**

**}**

**Output:**

![How to avoid Deadlock in C# by using Monitor.TryEnter method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgcAAAD3CAMAAAC+cgc5AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAADVUExURQAAAABMiQArbCtspWylwEyJwIlMAMDAwMCJTAAAK6XAwGwrAEwAAMDAiYnAwAAATKVsK8DApcClbCsAAKXApXBwcGxsTCsATG9vb3BsT4nApaVsTGBiZysrbGxsiStMiYlsbCcsNonAiUwATKWJTGwrTEwrbEyJpaWlbCsAK2yJbBkZGVlcY6WliaWlpWwrK4mJiYmlbGyJwMClpWylpWxMbKXAiXBsP3BULmJkaWRlakkqGSsZLk5SVytHR2NsT0lgTy4nLjlQZy4nQy4nOWBQQ0QyLuGYH0EAAA7PSURBVHja7Z0Le6O4FYbBBOw4swlxpp12ptO0s53bttvdbu/3e///T6oQ0kFCQkZIYCO+8zy749hGYPQiBH59TvajDIHIMnCAAAcIcIA4z0GxP7gXu705jFxBeYizobHaQdg52B1PT2wv7yudg3qAjzbqqRw0DfCmd8dqaAn7S+Bgbg4e77KH+301coHdy7vp40HJ1pUVFTi4uvhvfvquyvI3N0tw8HBfuzsbHFwq/pOfng/Zx29u6nbQbvZ2Lv69vanZU81pw8aBeCk/vbrf89FELkbt8Gf2GgcH7fzyxQtlpaId5aV8qB1E9Pg32//vPnz6zDjIazpi28P99obtfOUY1jhgEPCXct55rNty9h/vaGonb84C2nFc7Jun1IO+e7Nsp3uJGjTaQcSO/xWnp+JbNu+r1eFXcsCnkAcrB/KlvBkL2JNtC7wjRTvtM/riu6Ntnqi2Qy9Rg7Z2ELHniYyDZu83u7mk4VdycMgGOZAv5aLn2VRTjueinbY/+/3HRpJa5UCuVLZDL1GD9nYQ0TkQh2TJ+3A6B/IAl+0M9V+pDv60UgsHlfo3OJg1/kUctJO4yRzQFQS1w0/7NDVUJgkKB91KDQ6UBu3tICLGP0U3lwd+yi8nnxfYHLASQMh2ymYqqc7zdz/j3Vx3lw7dmzsOZJfLBs12EPHPC5IDNk1o5nDFQV7VPd75cdAudhBzwaYdNhXYV4W6OL8ArGjGyBalN3ftyJeoQbMdRHQOsAsQ4AABDhDgAAEOEOAAAQ4Q4ABxJv5Ej2ZVDov5bweeX0U+bDEUPctic/HHycqhsd8ditGg8Dhy8XEcnF3FMOueHMjPnkvdkh4sQfwc8dNsmmq2O765OUTtyFAOxkQcDuizN84E/7qEHlh2S9IcPLy+u90qB/TZxZcspyd6YNstK+TASznsfeDOKyTTkDtoTfdahMeyPRlZFu/Wpb0ovg7bt2ab2Azl6y7aQHPjTQ6MBhsOuLltrNQqabbtcHIf7h/v6IHX4XS1HPgph4PjgVy8NRtLvgv7wiNvXXfl5eKFXGk3v6tJQmCN3X6/2wz1G9FbOVb3N97kgFZBDTZW1lHnWrzHKmm27TRbsTv+5FjRgzQ48FMOHRwI07BBQFhFPeGR/0lOpLZ4u0CuHZpyUlKQ81JnwxxYN17tv24V9HJxeqtjQO+xSprEAVvRjnPQPkiDAz/lcJgDuXP5KaH9oy+2DI8HOZ1NFAbEyUj2Bm2GjQNz423HcdsIdW/RP4XQe6wShmznx3wgqOhBqhy4lMPzHDTvKOvMykEnpJznQK6d1jiOg2pontjr43Y8eNYvO8dwsDvyX1k08wPxIE0O3MrheQ7Yoy/fvbBxcGv5+ZRYvP1HsZMUh7GkPhabIc4vNg6s/aHM7/gby+688FRoXNJ7HBy0/y/k9UKhzIRWFz/MpiqHxgeWkzLVNJSjrcGBubPk4iWfoNXqTpdr51O5ZlpHm8F/3rC3cZAVlp9sivfQKqjBgq9COxeJ9zg4ELcNKuVBmhw4lMNSOIz6Ed1eN3bHcnvpaBEe+XVf75QstcRSu6DMlLXzk37TJN+MUmyP5lRaNr53bcovNeQqZIMNB6yt/qSktsq63WfP5dlNPrDtltVwMOM9/4HbM62zHHjnCL9oWAsH+dCB0XJQhB034GAdHJSO8TGPMHyCg9WcFxDgAAEOEOAAAQ4Q6+dgmZSIbm2r7P8oFjrhUhzE8xNHclCPJww64WLx9yyanxjjlsMcHKSoE0aPf2TR/MQr5SBJnTB6/C2L5CcGW4SWJInQCReLv2Sx/ER6zzSL0JYkETrhYvHnLJqfKAf2SRahNUkidMLF4g9ZND8xyCK0JseDTrhY/D6L5SeGWYRjOIBOOO99pCh+YqBFaE2SCJ3wKjjw8hNDLUJbkkTohNfBgZefGGgRmkkSoRMuzMGsAWsIHIADcAAOwAECHCBWGb/ALkCw+AF2AQIcIAwO5vATl7O+YCwGchDLT2xuJxp35kbkNCz6v24GB5caD6L4ifx+feHdpV3FZ3CwQg5Ms6/93qaXl+ps9M0hcHANHIT4iS0HYlQYrBPdT5uofNMslspPz/vT26NW31mflzRd3q8KbTMWER7x8yySnyg5qNUEiOfTJlLFZ7lUzih4+fUHkWpNMxJKKjlKq6BNNY1FxNTxIMhPbDlgva0mQByVNpGPD7QUWzmDif1pJkBsSxCz57tVUK5Gw1hEBM0PJvuJNB6oie9GpE0UFZ9pKe6NVaynzQSIbLuK5rpGWYXis+CHSfNx4OEnCjNsXzk5MNMmiuZtHPTfyLbz428/vbqvbBz0jUVENA68/ESBSHOa7hIgjkibKOYGtBRxYF6/PLx+/6vPv3n/+q5bRT5oLCKiceDlJ/K+4XcDlASIZ9MmdhWf5VLEgZkA8fbml2wW+uvfvehWoXLQMxYR0Tjw8RP5/UQxoReXhmPSJnYVn8VSHQdmAsSS/+yATzrFKjQOesYiwpODxSJK2kREIhwUuNuzcQ6ipE1EzHU/EYGAh4IABwhwgAAHiGEOUN950xxM9RPLoUJbA51Un7+5kEJ959L6Rdr1R/M7lil+InkK0ToyifrOlt2yjvjrRA4sexX1nZ88T7BXFN/LpvqJvQ+M+s73YvHVc+DnJxqyMeo7V7bdsj4O/PxEYRvYONhyfWdjt6zwvJD5+Insudp6gt92fWdjt6TAgctPNK7TUN/5Lpvyk66r58DpJ+bGLRnUd36y7Zb1c+DyEy2fF/Wd14uBm4NhP7H51xjaUd/ZultWw8GM9/xR3xkcoL4zOGiHT9R3BgcIcIAABwhwgAAHiEQ4QH3nTXMQz08cyUE9njDohIuOB5H8xBi3HBau77xanfBqOPA7k1ySgyR1wnk5CPETV1rfGRyYHIT5ifSeVdV3XqlOOCsHgX6iHNhXVd95pTrh7PODAD9xlfWdV6oTLsyBj5+4zvrOBTA4y4GXn7jO+s45srCe58DLT1xlfWdgMIoDLz9xhfWd16sTzsLBrAFrCByAA3AADsABAhwgwAECHCDAASIhDlDfedMcxPITUd959eNBFD8R9Z03yYFxJkF953Q4CPETUd85GQ6C/ETUd06GgyA/EfWdk5ofTPYTUd85YQ48/ETUd06WAy8/EfWdk+XAy09Efed0OfDxE1HfefUcLBao7wwOOg5Q33nrHKC+MzhAgAMEOECAAwQ4QKyUA9R33jQHU/1Ec7+jvnO23oSMU700SkoYrSNR33mFHFBSwg1ygPrOmeonWrInor5zEhz4+YmD4wHqO9fr5sDPT3RwgPrOq58fjPcThzlAfefUOHD5iec5QH3nNDhw+okjOEB95zQ4cPmJlh2N+s7bq++sJCVUjyHUd0Z9Z5/bM6jvvCkOUN8ZHKC+MzhAgAMEOECAAwQ4QCTEAfzETXMQr74z/MSFiJ9rPIhU3xl+olXbTJsDy16Fn/hk0zZXyEFI/kT4ifePfofT1XIQVt8ZfqKSGmzVHATWd4afmAgHgfWd4Scmy4FPfWf4ianMD4LyJ8JPLJSZUFIceOVPhJ94rLJEOfCq7ww/MbNrm6vhYMZ7/vATwQH8RHDQDp/wE8EBAhwgwAECHCDAASIRDubzE7uWHYZgcCTmJzo+zhzqW7T8ieKGvO1aUG15eC3J50/0q2Q9+DXePKk2ouVPvDgHfiNTCAfT8ieGVrKed/9Ey5+4HQ6m5U8MzqK2IAch+ROJA0XoI8XvQIqfXCq3fgeUcP5Es5K1OXNpPYZm2O+2PW/3iqJ/npc9AzkIyp+ocCCFPrmUaLn/7XBPHkw9f6JRyVr5gPKZ5tzSfvciN7UbBbpHI2TPIA6C8icqHGhCH1+qeabQKntqLaufM938if1K1kprtKn543tBiPw49D6TA4fsGTw/mJw/UeGA+qZUR29V27LJgxvIn6hXslaY6za13Os+FVtEkGBy4KyaHZUDj/yJFg50r1Ct9GuTBzeRP1GtZN0beyQpfa9OkuDgIEJqrmj5E9uzYqEIfbSUqe/ZplKbyJ+oVrK2XcUUX3x5r0+oe1tt4WCoanY0DvzyJxpCHy3Fn9H1PYs8mFr+xN75waxkrU4hK3nd0Pz4q+7t3vbN3dTSIXuWU281RsyfaAh9tBQNXJ0hWCSfP7HozU2MStb9LTsIihoeaVOL7opQ7B+X7CmPiU19z3TlPtLD/ULfWUSRPcHBfF8ULZRVNYrsCQ7m6pzl5PUYsif8AwQ4QIADBDhAgAOEm4NZ8ycqV1OHsS0j3eGSHMTLnziSg3o8YUh3uOh4ECl/YvxbAkh3ePUc+J1JLslBkukO5+UgJH9isEWYm988Id3hRTgIy59I75lmEWot6xwg3eGyHATmT5QD+ySLUG9Z6z+kO7zA/CAgf2KQRai1bB7HSHd4UQ588ieGWYRjOEC6w8tw4JU/MdAiVM1H2/wO6Q4vx4FX/sRQi1AxH/vzRKQ7vDAHXvkTAy1CMh+1K0GkO1yQg1kDWc3AATgAB+AAHCDAAQIcIMABAhwgEuXgrK01o8w4OscirkRicrA78i9qdcVsyCKcnGyx42fE7TujcftvOMFBXA5Yvzzcj1YNp0psPFqR5KsncHB1HOSn76osf3OzCAflKK8QHFyEg+dD9vGbRgeSGqAlQ5+FA0+ZsR0OavUM03yldXren94euY80lGNRSa3okhkRgRy8evfh02fGQV5TT/Uz9Fk48JUZ9eNa6oQ5o+Dl1x8af2QvxQAzx6JaGXJQZkQEcdAoHd/WlH5PtYasrt9UmbE9iis5MAidkD2zO9bsT2eORXIFxDNWmRERygGvyX3oBEMzM9vA/MBDZtQ5II2MW2IV58CRY5FSbLpkRkQoB+L4lYLhVA5cMqM8L9Q+HFS984lbZkTE4aATDCdx4E62KC8ExKSTdMIeB/p54dDjwC0zIoI4kBL6oRMMJ3HgTrZIHdoYaF89kU6oc6CnmO5MVNnlTpkREYWD5hdCPYvQjwNHskX1ylHcTxQ6ocKBK8eiTK04LDMiAjm4ku2ANwwOwAE4AAfgAAEOEOAAAQ4Q4AABDhDgAAEOEKuI/wPLKRugodmxXAAAAABJRU5ErkJggg==)

As you can see in the output thread1 release the lock and exists from the critical section which allows thread2 to enter the critical section.

**How to avoid Deadlock in C# by acquiring locks in a specific order?**

Please modify the AccountManager class as shown below.

**using** *System;*

**using** *System.Threading;*

**namespace** *DeadLockDemo*

**{**

**public** **class** AccountManager

**{**

**private** Account FromAccount;

**private** Account ToAccount;

**private** **readonly** **double** TransferAmount;

**private** **static** **readonly** Mutex mutex = new Mutex**()**;

**public** AccountManager**(**Account AccountFrom, Account AccountTo, **double** AmountTransfer**)**

**{**

this.FromAccount = AccountFrom;

this.ToAccount = AccountTo;

this.TransferAmount = AmountTransfer;

**}**

**public** **void** FundTransfer**()**

**{**

**object** \_lock1, \_lock2;

**if** **(**FromAccount.ID **<** ToAccount.ID**)**

**{**

\_lock1 = FromAccount;

\_lock2 = ToAccount;

**}**

**else**

**{**

\_lock1 = ToAccount;

\_lock2 = FromAccount;

**}**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} trying to acquire lock on {((Account)\_lock1).ID}"**)**;

**lock** **(**\_lock1**)**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} acquired lock on {((Account)\_lock1).ID}"**)**;

Console.WriteLine**(**$"{Thread.CurrentThread.Name} Doing Some work"**)**;

Thread.Sleep**(**3000**)**;

Console.WriteLine**(**$"{Thread.CurrentThread.Name} trying to acquire lock on {((Account)\_lock2).ID}"**)**;

**lock(**\_lock2**)**

**{**

Console.WriteLine**(**$"{Thread.CurrentThread.Name} acquired lock on {((Account)\_lock2).ID}"**)**;

FromAccount.WithdrawMoney**(**TransferAmount**)**;

ToAccount.DepositMoney**(**TransferAmount**)**;

**}**

**}**

**}**

**}**

**}**

**Output:**

![How to avoid Deadlock in C# by acquiring locks in a specific order](data:image/png;base64,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)

# Performance Testing of a Multithreaded Application

## ****Performance Testing of a Multithreaded Application in C#****

In this article, I am going to discuss the **Performance Testing of a multithreaded application in C#** with an example. Please read our previous article where we discussed [**Deadlock in C#**](https://dotnettutorials.net/lesson/deadlock-in-csharp/). As part of this article, I will show you the performance implications of a multithreaded program when we run the application on a machine having a single core/processor versus a machine multi-core/processor.

#### ****How to find out how many processors you have on your machine?****

You can find out how many processors you have on your machine in many different ways. Some of them are as follows:

##### ****Way1:**** ****Using Task Manager****

Right-click on the Taskbar and select the “**Task Manager**” option from the context menu. Then click on the “**Performance”** tab and select the “**CPU**” from the left side panel and then you will see the cores and Logical processors on the right side as shown in the below image.
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##### ****Way2:**** ****Using msinfo32 Command****

Press the **Windows key + R** to open the **Run** command, then type **msinfo32** and click on the **OK** button as shown in the below image.
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Once you click on the OK button, it will open up the System Information app. From that select the **Summary** option and scroll down until you find Processor. The details will tell you both how many cores and logical processors your CPU has as shown in the below image.
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##### ****Way3: Using dot net code.****

You can use the following code in any type of .net application to find out the total processors on the machine.  
**Environment.ProcessorCount**

##### ****Way4: Using the command prompt****

On the Windows command prompt write the following code and press enter

**echo %NUMBER\_OF\_PROCESSORS%**

##### ****Performance Testing With Multiple Processors:****

If you have a machine with multiple processors, then multiple threads can execute your application code in parallel on different cores. For example, if your machine has two cores and there are two threads to execute your application code, then each thread is going to be run on an individual core. As a result, we will get better performance.

If you have two threads and if each thread takes 10 milliseconds to complete the execution, then on a machine with 2 processors, the total time taken is 10 milliseconds.

##### ****Performance Testing With Single Processor:****

If you have a machine with a single processor, then multiple threads are going to execute one after the other. It is not possible for a single-core processor machine to execute multiple threads in parallel. The operating system switches between the threads so fast, it just gives us the illusion that the threads are running in parallel. On a single core or processor machine, multiple threads can negatively affect the performance as there is overhead involved with context-switching.

If you have two threads and if each thread takes 10 milliseconds to complete the execution, then on a machine with a single processor, the total time taken is 20 milliseconds plus thread context switching time if any.

##### ****Example: Using Single Thread****

**using** *System;*

**using** *System.Diagnostics;*

**using** *System.Threading;*

**namespace** *MultithreadingPerformanceTesting*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

Stopwatch stopwatch = Stopwatch.StartNew**()**;

stopwatch = Stopwatch.StartNew**()**;

EvenNumbersSum**()**;

OddNumbersSum**()**;

stopwatch.Stop**()**;

Console.WriteLine**(**$"Total time in milliseconds : {stopwatch.ElapsedMilliseconds}"**)**;

Console.ReadKey**()**;

**}**

**public** **static** **void** EvenNumbersSum**()**

**{**

**double** Evensum = 0;

**for** **(int** count = 0; count **<**= 50000000; count++**)**

**{**

**if** **(**count % 2 == 0**)**

**{**

Evensum = Evensum + count;

**}**

**}**

Console.WriteLine**(**$"Sum of even numbers = {Evensum}"**)**;

**}**

**public** **static** **void** OddNumbersSum**()**

**{**

**double** Oddsum = 0;

**for** **(int** count = 0; count **<**= 50000000; count++**)**

**{**

**if** **(**count % 2 == 1**)**

**{**

Oddsum = Oddsum + count;

**}**

**}**

Console.WriteLine**(**$"Sum of odd numbers = {Oddsum}"**)**;

**}**

**}**

**}**

**Output:**

![Performance Testing in Multithreaded Application With Single Processor](data:image/png;base64,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)

As you can see it takes approximately 696 milliseconds to complete the execution.

##### ****Example: Using Multiple Threads****

Let’s rewrite the previous example using multiple threads and compare the output.

**using** *System;*

**using** *System.Diagnostics;*

**using** *System.Threading;*

**namespace** *MultithreadingPerformanceTesting*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

Stopwatch stopwatch = Stopwatch.StartNew**()**;

stopwatch = Stopwatch.StartNew**()**;

Thread thread1 = new Thread**(**EvenNumbersSum**)**;

Thread thread2 = new Thread**(**OddNumbersSum**)**;

thread1.Start**()**;

thread2.Start**()**;

thread1.Join**()**;

thread2.Join**()**;

stopwatch.Stop**()**;

Console.WriteLine**(**$"Total time in milliseconds : {stopwatch.ElapsedMilliseconds}"**)**;

Console.ReadKey**()**;

**}**

**public** **static** **void** EvenNumbersSum**()**

**{**

**double** Evensum = 0;

**for** **(int** count = 0; count **<**= 50000000; count++**)**

**{**

**if** **(**count % 2 == 0**)**

**{**

Evensum = Evensum + count;

**}**

**}**

Console.WriteLine**(**$"Sum of even numbers = {Evensum}"**)**;

**}**

**public** **static** **void** OddNumbersSum**()**

**{**

**double** Oddsum = 0;

**for** **(int** count = 0; count **<**= 50000000; count++**)**

**{**

**if** **(**count % 2 == 1**)**

**{**

Oddsum = Oddsum + count;

**}**

**}**

Console.WriteLine**(**$"Sum of odd numbers = {Oddsum}"**)**;

**}**

**}**

**}**

**Output:**
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# Thread Pooling in C#

## ****Thread Pool in C#****

In this article, I am going to discuss **Thread Pool in C#** with examples. Please read our previous article where we discussed the [**Performance Testing of a multithreaded application**](https://dotnettutorials.net/lesson/performance-testing-of-a-multithreaded-application/)in C#**.**As part of this article, we are going to discuss the following pointers.

1. **The Request Life cycle of a Thread.**
2. **What is Thread Pooling in C#?**
3. **Why do we need C# Thread Pool?**
4. **Performance testing between normal thread and thread pooling**

##### ****The Request Life cycle of a Thread in C# with Example.****

Let us understand the life cycle of a thread in C#. In order to understand this, please have a look at the following image. When the .NET framework receives a request (the request can be a method call or function call from any kind of application). To that handle request, a thread object is created. When the thread object is created some resources are allocated to that thread object such as memory. After then the task is executed and once the task is completed then the garbage collector removes that thread object for free-up memory allocation. This is the life cycle of a thread in C#.
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These steps are going to be repeated again and again for each request that comes in a multithread application. That means every time a new thread object created and get allocated in the memory. If there are many requests then there will be many thread objects and if there are many thread objects then there will be load on the memory which slows down your application.

There is a great room for performance improvements. The Thread object is created, resources are allocated, the task is executed, and then it should not go for garbage collection, instead of how about taking the thread object and put it into a pool as shown in the below image. This is where thread pooling comes into the picture.
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##### ****Thread Pool in C#:****

Thread pool in C# is nothing but a collection of threads that can be reused to perform no of tasks in the background. Now when a request comes, then it directly goes to the thread pool and checks whether there are any free threads available or not. If available, then it takes the thread object from the thread pool and executes the task as shown in the below image.
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Once the thread completes its task then it again sent back to the thread pool so that it can reuse. This reusability avoids an application to create the number of threads and this enables less memory consumption.

##### ****How to use C# Thread Pool?****

Let us see a simple example to understand how to use Thread Pooling. Once you understand how to use thread pooling then we will see the performance benchmark between the normal thread object and thread pool.

###### **Step1:**

In order to implement thread pooling in C#, first, we need to import the Threading namespace as ThreadPool class belongs to this namespace as shown below.

**using System.Threading;**

###### **Step2:**

Once you import the Threading namespace, then you need to use the **ThreadPool** class and using this class you need to call the **QueueUserWorkItem** static method. If you go to the definition of the **QueueUserWorkItem** method, then you will see that this method takes one parameter of type **WaitCallback** object. While creating the object of the **WaitCallback** class, you need to pass the method name that you want to execute.

**ThreadPool.QueueUserWorkItem(new WaitCallback(MyMethod));**

Here, the **QueueUserWorkItem** method Queues the function for execution and that function executes when a thread becomes available from the thread pool. If no thread is available then it will wait until one thread gets freed. Here MyMethod is the method that we want to execute by a thread pool thread.

##### ****The complete code is given below.****

As you can see in the below code, here, we create one method that is MyMethod and as part of that method, we simply printing the thread id, whether the thread is a background thread or not and whether it is from thread pool or not. And we want to execute this method 10 times using the thread pool threads. So, here we use a simple for each loop and use the ThreadPool class and call that method.

**using** *System;*

**using** *System.Threading;*

**namespace** *ThreadPoolApplication*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**for** **(int** i = 0; i **<** 10; i++**)**

**{**

ThreadPool.QueueUserWorkItem**(**new WaitCallback**(**MyMethod**))**;

**}**

Console.Read**()**;

**}**

**public** **static** **void** MyMethod**(object** obj**)**

**{**

Thread thread = Thread.CurrentThread;

string message = $"Background: {thread.IsBackground}, Thread Pool: {thread.IsThreadPoolThread}, Thread ID: {thread.ManagedThreadId}";

Console.WriteLine**(**message**)**;

**}**

**}**

**}**

Once you execute the above code, it will give you the following output. As you can see, it shows that it is a background thread and this thread is from the thread pool and the thread Ids may vary in your output. Here, you can see three threads handle all the 10 method calls.
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##### ****Performance testing using and without using Thread Pool in C# with Example:****

Let us see an example to understand the performance benchmark. Here, we will compare how much time does the thread object takes and how much time does the thread pool thread takes to do the same task i.e. to execute the same methods.

In order to do this, what we are going to do is, we will create a method called **Test** as shown below. This method takes an input parameter of type object and as part of that Test method we are doing nothing means an empty method.
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Then we will create two methods such as **MethodWithThread** and **MethodWithThreadPool** and inside these two methods, we will create one for loop which will execute 10 times. Within for loop, we are going to call the Test as shown below. As you can see, the **MethodWithThread** method uses the Thread object to call the Test method while the **MethodWithThreadPool** method uses the ThreadPool object to call the Test method.
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Now we need to call the above two methods (**MethodWithThread** and **MethodWithThreadPool**) from the main method. As we are going to test the performance benchmark, so we are going to call these two methods between the stopwatch start and end as shown below. The Stopwatch class is available in **System.Diagnostics** namespace. The for loop within the Main method is for warm-up. This is because when we run the code for the first time, compilation happens and compilation takes some time and we don’t want to measure that.
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##### ****The complete code is given below.****

**using** *System;*

**using** *System.Diagnostics;*

**using** *System.Threading;*

**namespace** *ThreadPoolApplication*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**for** **(int** i = 0; i **<** 10; i++**)**

**{**

MethodWithThread**()**;

MethodWithThreadPool**()**;

**}**

Stopwatch stopwatch = new Stopwatch**()**;

Console.WriteLine**(**"Execution using Thread"**)**;

stopwatch.Start**()**;

MethodWithThread**()**;

stopwatch.Stop**()**;

Console.WriteLine**(**"Time consumed by MethodWithThread is : " +

stopwatch.ElapsedTicks.ToString**())**;

stopwatch.Reset**()**;

Console.WriteLine**(**"Execution using Thread Pool"**)**;

stopwatch.Start**()**;

MethodWithThreadPool**()**;

stopwatch.Stop**()**;

Console.WriteLine**(**"Time consumed by MethodWithThreadPool is : " +

stopwatch.ElapsedTicks.ToString**())**;

Console.Read**()**;

**}**

**public** **static** **void** MethodWithThread**()**

**{**

**for** **(int** i = 0; i **<** 10; i++**)**

**{**

Thread thread = new Thread**(**Test**)**;

**}**

**}**

**public** **static** **void** MethodWithThreadPool**()**

**{**

**for** **(int** i = 0; i **<** 10; i++**)**

**{**

ThreadPool.QueueUserWorkItem**(**new WaitCallback**(**Test**))**;

**}**

**}**

**public** **static** **void** Test**(object** obj**)**

**{**

**}**

**}**

**}**

**Output:**

![Thread Pool in C#](data:image/png;base64,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)

As you can see in the above output, the Time consumed by MethodWithThread is 663 and the Time consumed by MethodWithThreadPool is 93. If you observe there is a vast time difference between these two.

So it proofs that the thread pool gives better performance as compared to the thread class object. If there are needs to create one or two threads then you need to use Thread class object while if there is a need to create more than 5 threads then you need to go for thread pool class in a multithreaded environment.